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J2SE- Core Java

**Master in Java**
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Java Introduction:

Small history of java!!

* Java is a programming language created by James Gosling from Sun Microsystems (Sun) in 1991.
* The first publicly available version of Java (Java 1.0) was released in 1995.
* Sun Microsystems was acquired by the Oracle Corporation in 2010.
* Oracle now has the steermanship for Java.

Why Java?

* Java Programming language is invented for developing internet applications by providing platform (Operating System Ex: Windows) independence (Write once run anywhere → WORA).

Definition of Java!!

* Java is a Simple, High level, Secure, Platform independent, Robust, Dynamic, Multithreading and Object-oriented programming language used for developing both standalone and web(internet) applications.

Java is Simple

* Java is very easy to learn, and its syntax is simple, clean and easy to understand.
* Java has removed many complicated and rarely-used features, for example, explicit pointers, operator overloading, etc.
* There is no need to remove unreferenced objects because there is an Automatic Garbage Collection in Java.

Java is Platform Independent

* Platform independent language means once compiled you can execute the program on any platform (OS).
* Java is platform independent, because the Java compiler converts the source code to bytecode, which is Intermediate Language.
* Bytecode can be executed on any platform (OS) using JVM (Java Virtual Machine).

Java is Object-oriented

* Java is an object-oriented programming language.
* Everything in Java is an object.
* Object-oriented means we organize our software as a combination of different types of objects that incorporates both data and behavior.

Java is Robust

* Robust means strong.
* Java is robust because it uses strong memory management.
* There is a lack of pointers that avoids security problems.
* There is automatic garbage collection in Java which runs on the Java Virtual Machine to get rid of objects which are not being used by a Java application anymore.
* There are exception handling and the type checking mechanism in Java.

Java is multi-threaded

* A thread is like a separate program, executing concurrently.
* We can write Java programs that deal with many tasks at once by defining multiple threads.
* The main advantage of multi-threading is that it doesn't occupy memory for each thread. It shares a common memory area.
* Threads are important for multimedia, Web applications, etc.

Java is Dynamic

* Java is a dynamic language.
* It supports dynamic loading of classes.
* It means classes are loaded on demand.
* It also supports functions from its native languages, i.e., C and C++.
* Java supports dynamic compilation and automatic memory management (garbage collection).

Java is Secured

* Java is best known for its security.
* With Java, we can develop virus-free systems.
* Java is secured because, No explicit pointer
* Java Programs run inside a virtual machine sandbox.
* Java is secure with access modifiers and Encapsulation mechanism and abstraction.

What is Class loader

* Class loader in Java is a part of the Java Runtime Environment (JRE) which is used to load Java classes into the Java Virtual Machine dynamically.
* It adds security by separating the package for the classes of the local file system from those that are imported from network sources.
* Bytecode Verifier: It checks the code fragments for illegal code that can violate access rights to objects.

Security Manager

* It determines what resources a class can access such as reading and writing to the local disk.
* Java provides these securities by default.
* Some security can also be provided by an application developer explicitly through SSL, JAAS, Cryptography, etc.

Terminologies!!

* Platform:

The Operating System and the architecture of the processor together is known as a platform.

* Source Code:

The group of statements present in the high-level format which looks like English is known as source code.

* Compiled code:

Any code that we get after the compilation could be called the compiled code.

* Executable code:

The group of statements which are present in the low-level format (machine language) which looks like a stream of the 0's and 1’s known as executable code.

The format of the executable code changes from OS to OS thus executable code is always specific to the OS.

* Format:

The way we represent the data or the procedure we want to follow for representing the data is known as format.

* Bytecode:

The group of statements representing the high-level java program in the middle level using byte format is known as bytecode.

Byte is the name of the format which is used by the java compiler for representing high level java statements in the middle level format.

Since the bytecode is not the executable code it would not be specific to any OS, thus Bytecode is always Platform independent.

What is a Java Interpreter?

* Interpreted" means that the computer looks at the language, and then turns it into native machine language.
* The term Java interpreter refers to a program which implements the JVM specification and actually executes the bytecodes by running your program.

Compiler VS Interpreter

* Compiling happens when the writing of the program is finished, like calling javac.
* Example: Through command line JAVAC HelloWorld.java
* Compilation of java file will generate class file like (ex: HelloWorld.class)
* Interpretation happens at runtime (which means while running the Java program),

Example: Through command line.

Static loading: - vs Dynamic loading

* The concept of allocating the memory and loading the functionalities to the RAM before the program is under execution (or) before a function call is made is known as static loading.
* Structured programming like C would be working based on the concept of static loading. Static loading increases the overhead in the system and complexity.

# include<stdio.h>

* The concept of allocating the memory and loading the functionalities to the RAM dynamically at runtime when the program is under execution.
* i.e when a method call is made is known as Dynamic loading.
* Object Oriented programming languages like java would be working based on the concept of Dynamic loading.

String s = “srikanth”;

s.length()E; // 8

JVM

Why do we need JVM:

* Operating systems would not provide an environment which is required for the processor to execute a java application.
* In order to provide a complete environment which is required for the processor and system to execute a java application we need JVM.

What is JVM:

* JVM is a collection of programs, which are required to provide a complete environment which is required by the processor to execute bytecode or Java application.
* JVM controls the operations of the CPU with respect to executing Java applications (or) bytecode.
* Anything which performs multiple operations automatically by itself can be called a machine.
* Since JVM takes care of performing multiple operations automatically by itself, we call that machine.
* Any program which is under execution is always virtual (or) imaginary.
* Since JVM is also a program which is under execution we call Java virtual.
* Since JVM is a collection of programs related to the JAVA technologies we call that a Java Virtual machine.

JVM Architecture

* JVM is responsible for loading and running java applications.
* HelloWorld.java →
* Compilation: Javac FirstExample.java →
* FirstExample.class

.class →
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1) Class Loader Subsystem

* Java's dynamic class loading functionality is handled by the Class Loader subsystem.
* It loads, links and initializes the class file when it refers to a class for the first time at runtime, not compile time.
  1. Loading
* Classes will be loaded by this component.
* Bootstrap Class Loader,
* Extension Class Loader, and
* Application Class Loader are the three Class Loaders that will help in achieving it.

Bootstrap Class Loader:

* Responsible for loading classes from the bootstrap class path, nothing but rt.jar.
* Highest priority will be given to this loader.
* C:\Program Files\Java\jre1.8.0\_261\lib
* Extension Class Loader – Responsible for loading classes which are inside the ext. folder (jre\lib).

Application Class Loader

* + Responsible for loading Application-Level Class path, path mentioned Environment Variable, etc.
  + The above Class Loaders will follow Delegation Hierarchy Algorithm while loading the class files.
  1. Linking
* Verify – Bytecode verifier will verify whether the generated bytecode is proper or not if verification fails, we will get the verification error.
* Prepare – For all static variable’s memory will be allocated and assigned with default values.
* Resolve – All symbolic memory references are replaced with the original references from Method Area.

1.3) Initialization

* This is the final phase of Class Loading; here, all static variables will be assigned with the original values, and the static block will be executed.

1. Runtime Data Area or Memory Management

* The Runtime Data Area is divided into five major components:

Method Area –

* All the class-level data will be stored here, including static variables.
* There is only one method area per JVM, and it is a shared resource.

Heap Area –

* All the Objects and their corresponding instance variables and arrays will be stored here.
* There is also one Heap Area per JVM.
* Since the Method and Heap areas share memory for multiple threads, the data stored is not thread-safe.

Stack Area –

* For every thread, a separate runtime stack will be created.
* For every method call, one entry will be made in the stack memory which is called Stack Frame.
* All local variables will be created in the stack memory.
* The stack area is thread-safe since it is not a shared resource.
* The Stack Frame is divided into three sub entities:

Local Variable Array –

* Related to the method, how many local variables are involved and the corresponding values will be stored here.
* Operand stack –
* If any intermediate operation is required to perform, operand stack acts as runtime workspace to perform the operation.
* Frame data –
* All symbols corresponding to the methods are stored here.
* In the case of any exception, the catch block information will be maintained in the frame data.

PC Registers –

* Each thread will have separate PC Registers, to hold the address of the current executing instruction once the instruction is executed The PC register will be updated with the next instruction.
* Native Method stacks –
* Native Method Stack holds native method information.
* For every thread, a separate native method stack will be created.

3. Execution Engine

* The bytecode, which is assigned to the Runtime Data Area, will be executed by the Execution Engine.
* The Execution Engine reads the bytecode and executes it piece by piece.

Interpreter –

* The interpreter interprets the bytecode faster but executes slowly.
* The disadvantage of the interpreter is that when one method is called multiple times, every time a new interpretation is required.

JIT Compiler –

* The JIT Compiler neutralizes the disadvantage of the interpreter.
* The Execution Engine will be using the help of the interpreter in converting byte code, but when it finds repeated code it uses the JIT compiler, which compiles the entire bytecode and changes it to native code.
* This native code will be used directly for repeated method calls, which improve the performance of the system.

Intermediate Code Generator –

* Produces intermediate code

Code Optimizer –

* Responsible for optimizing the intermediate code generated above

Target Code Generator –

* Responsible for Generating Machine Code or Native Code

Profiler –

* A special component, responsible for finding hotspots, i.e. whether the method is called multiple times or not.
* Garbage Collector: Collects and removes unreferenced objects.
* Garbage Collection can be triggered by calling System.gc(), but the execution is not guaranteed.
* Garbage collection of the JVM collects the objects that are created.

Java Native Interface (JNI):

* JNI will be interacting with the Native Method Libraries and provide the Native Libraries required for the Execution Engine.

Native Method Libraries:

* This is a collection of the Native Libraries, which is required for the Execution Engine.

What is class?

* A class is a blueprint of an object.
* (blueprint means plan or architecture or overview or prototype)
* A class is a user defined data type we can say.
* It represents the set of properties or methods that are common to all objects of one type.

What is an Object?

* An instance of a class is called an Object.
* Object is a dynamic memory allocation.
* Object is a real time entity.
* An Object consists of State, Behavior and Identity.

Note:

Whereas Class is dummy and the Object is real.

Q: A file can contain more than one class?

* Ans: Yes! But at most only one public class should be there.

Q: File name and class name should be the same?

* Ans: No need to be the same, until and unless your class is public.

Q: Differences between JDK, JRE and JVM?

* JDK = Java Runtime Environment (JRE) + Development tools.
* JRE = Java Virtual Machine (JVM) + Libraries to run the application.
* JVM = Only Runtime environment for executing the Java byte code.
* JDK (Java Development Kit) is a Kit that provides the environment to develop and execute(run) the Java program.
* JDK is a kit (or package) that includes two things
* Development Tools (to provide an environment to develop your java programs)
* JRE (to execute your java program).

* JRE (Java Runtime Environment) is an installation package that provides an environment to only run (not develop) the java program(or application)onto your machine. JRE is only used by those who only want to run Java programs that are end-users of your system.
* JVM (Java Virtual Machine) is a very important part of both JDK and JRE because it is contained or inbuilt in both. Whatever Java program you run using JRE or JDK goes into JVM and JVM is responsible for executing the Java program line by line, hence it is also known as an interpreter.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*End Of Introduction \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Language fundamentals

* Identifiers.
* Reserved words.
* Data types.
* Literals.
* Arrays.
* Types of variables.
* Types of methods.
* var arg methods.
* main () method.
* command line arguments.
* Java coding standards.
* Constructors.

Identifiers

* A name in a Java program is called identifier, which can be used for identification purposes.
* It can be class name or method name, variable name or label name.

Ex: class Test (1) {

public static void main (3) ((2) String[] (4)args){

int x(5)=0;

}

Total 5 identifiers in above example.

Rules for defining identifiers:

* The only characters allowed in java identifiers are.
  + - Ex: A → z, A → Z, 0 → 9 and $, \_
* By mistake if you are trying to use any other character, we will get a compile time error.
* Ex: Total\_Number (Valid)
* Total#(Not valid)
* Identifiers can’t start with a digit.
  + Ex: 123Total → invalid
  + Ex: total123 → valid
* Java identifiers are case sensitive ofcourse, java language itself case- sensitive programming language.

Ex: class Test{

int number =10;

int number1 =20;

int number2 =30;

}

Java Language Keywords

* Here is a list of keywords in the Java programming language.
* You cannot use any of the following as identifiers in your programs.
* The keywords const and goto are reserved, even though they are not currently used.
* true, false, and null might seem like keywords, but they are actually literals;
* you cannot use them as identifiers in your program.

List of Keywords

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Application Level 14 | Access Modifiers 12 | Data Types 8 | Exceptions Handling 5 | Logics or control flow 11 |
| package | private | byte | try | if |
| import | default | short | catch | else |
| class | protected | int | finally | do |
| interface | public | long | throws | while |
| enum | static | float | throw | for |
| new | strictfp | double |  | switch |
| instanceof | native | char |  | case |
| void | synchronized | boolean |  | break |
| return | abstract |  |  | continue |
| this | final |  |  | goto |
| super | transient |  |  | const |
| extends | volatile |  |  |  |
| implements |  |  |  |  |
| assert |  |  |  |  |
|  |  |  |  |  |

package

* Java package is a group of similar classes and interfaces.
* Packages are declared with the package keyword.

 import

* Used at the beginning of a source file to specify classes or entire Java packages to be referred to later without including their package names in the reference.
* Since J2SE 5.0, import statements can import static members of a class.

class

* A type that defines the implementation of a particular kind of object.
* A class definition defines instance and class fields, methods, and inner classes as well as specifying the interfaces the class implements and the immediate superclass of the class.
* If the superclass is not explicitly specified, the superclass is implicitly Object.
* The class keyword can also be used in the form Class.
* class to get a Class object without needing an instance of that class.
* For example, String.class can be used instead of doing new String().getClass().

interface

* Used to declare a special type of class that only contains abstract or default methods, constant (static final) fields and static interfaces.
* It can later be implemented by classes that declare the interface with the implements keyword.
* As multiple inheritance is not allowed in Java, interfaces are used to circumvent it.
* An interface can be defined within another interface.

 extends

* Used in a class declaration to specify the superclass; used in an interface declaration to specify one or more superinterfaces.
* Class X extends class Y to add functionality, either by adding fields or methods to class Y, or by overriding methods of class Y.
* An interface Z extends one or more interfaces by adding methods. Class X is said to be a subclass of class Y; Interface Z is said to be a subinterface of the interfaces it extends.
* Also used to specify an upper bound on a type parameter in Generics.

 implements

* Included in a class declaration to specify one or more interfaces that are implemented by the current class.
* A class inherits the types and abstract methods declared by the interfaces.

 new

* Used to create an instance of a class or array object. Using keyword for this end is not completely necessary (as exemplified by Scala), though it serves two purposes: it enables the existence of different namespace for methods and class names, it defines statically and locally that a fresh object is indeed created, and of what runtime type it is (arguably introducing dependency into the code).

 instanceof

* A binary operator that takes an object reference as its first operand and a class or interface as its second operand and produces a boolean result.
* The instanceof operator evaluates to true if and only if the runtime type of the object is assignment compatible with the class or interface.

 void

* The void keyword is used to declare that a method does not return any value.

 this

* Used to represent an instance of the class in which it appears.
* this can be used to access class members and as a reference to the current instance.
* This keyword is also used to forward a call from one constructor in a class to another constructor in the same class.

 super

* Inheritance is basically used to achieve dynamic binding or run-time polymorphism in java. Used to access members of a class inherited by the class in which it appears.
* Allows a subclass to access overridden methods and hidden members of its superclass.
* The super keyword is also used to forward a call from a constructor to a constructor in the superclass.
* Also used to specify a lower bound on a type parameter in Generics.

 return

* Used to finish the execution of a method.
* It can be followed by a value required by the method definition that is returned to the caller.

Access Modifiers

private:

* The private keyword is used in the declaration of a method, field, or inner class;
* private members can only be accessed by other members of their own class.
* default
* The default keyword can optionally be used in a switch statement to label a block of statements to be executed if no case matches the specified value;
* see switch.[8][9] Alternatively, the default keyword can also be used to declare default values in a Java annotation.
* From Java 8 onwards, the default keyword can be used to allow an interface to provide an implementation of a method.

 protected

* The protected keyword is used in the declaration of a method, field, or inner class;
* protected members can only be accessed by members of their own class, that class's subclasses or classes from the same package.

 public

* The public keyword is used in the declaration of a class, method, or field; public classes, methods, and fields can be accessed by the members of any class.

 static

* Used to declare a field, method, or inner class as a class field. Classes maintain one copy of class fields regardless of how many instances exist of that class.
* static also is used to define a method as a class method. Class methods are bound to the class instead of to a specific instance, and can only operate on class fields. (Classes and interfaces declared as static members of another class or interface are actually top-level classes and are not inner classes.)

strictfp (added in J2SE 1.2)

* A Java keyword used to restrict the precision and rounding of floating-point calculations to ensure portability.

 synchronized

* Used in the declaration of a method or code block to acquire the mutex lock for an object while the current thread executes the code.
* For static methods, the object locked is the class's Class.
* Guarantees that at most one thread at a time operating on the same object executes that code.
* The mutex lock is automatically released when execution exits the synchronized code. Fields, classes and interfaces cannot be declared as synchronized.

 abstract

* Abstracts are used to implement an abstraction in Java.
* A method with no definition must be declared as abstract and the class containing it must be declared as abstract.
* Abstract classes cannot be instantiated.
* Abstract methods must be implemented in the sub classes.
* The abstract keyword cannot be used with variables or constructors.
* Note that an abstract class isn't required to have an abstract method at all.

 final

* Define an entity once that cannot be changed nor derived from later.
* More specifically: a final class cannot be subclassed, a final method cannot be overridden, and a final variable can occur at most once as a left-hand expression on an executed command.
* All methods in a final class are implicitly final.

 transient

* . Declares that an instance field is not part of the default serialized form of an object.
* When an object is serialized, only the values of its non-transient instance fields are included in the default serial representation.
* When an object is deserialized, transient fields are initialized only to their default value.
* If the default form is not used, e.g. when a serialPersistentFields table is declared in the class hierarchy, all transient keywords are ignored.

 volatile

* Used in field declarations to specify that the variable is modified asynchronously by concurrently running threads.
* Methods, classes and interfaces thus cannot be declared volatile, nor can local variables or parameters.

Data Types:

byte

* The byte keyword is used to declare a field that can hold an 8-bit signed two's complement integer.
* This keyword is also used to declare that a method returns a value of the primitive type byte.

short

* The short keyword is used to declare a field that can hold a 16-bit signed two's complement integer.
* This keyword is also used to declare that a method returns a value of the primitive type short.

int

* The int keyword is used to declare a variable that can hold a 32-bit signed two's complement integer.
* This keyword is also used to declare that a method returns a value of the primitive type int.

long

* The long keyword is used to declare a variable that can hold a 64-bit signed two's complement integer.
* This keyword is also used to declare that a method returns a value of the primitive type long.

float

* The float keyword is used to declare a variable that can hold a 32-bit single precision IEEE 754 floating-point number.
* This keyword is also used to declare that a method returns a value of the primitive type float.

double

* The double keyword is used to declare a variable that can hold a 64-bit double precision IEEE 754 floating-point number.
* This keyword is also used to declare that a method returns a value of the primitive type double.

boolean

* Defines a boolean variable for the values "true" or "false" only. By default, the value of the boolean primitive type is false.
* This keyword is also used to declare that a method returns a value of the primitive type boolean.

char

* Defines a character variable capable of holding any character of the java source file's character set.

Exceptions:

 try

* Defines a block of statements that have exception handling.
* If an exception is thrown inside the try block, an optional catch block can handle declared exception types.
* Also, an optional finally block can be declared that will be executed when execution exits the try block and catch clauses, regardless of whether an exception is thrown or not.
* A try block must have at least one catch clause or a finally block.

catch

* Used in conjunction with a try block and an optional finally block.
* The statements in the catch block specify what to do if a specific type of exception is thrown by the try block.

finally

* Used to define a block of statements for a block defined previously by the try keyword.
* The finally block is executed after execution exits the try block and any associated catch clauses regardless of whether an exception was thrown or caught, or execution left method in the middle of the try or catch blocks using the return keyword.

throw

* Causes the declared exception instance to be thrown.
* This causes execution to continue with the first enclosing exception handler declared by the catch keyword to handle an assignment compatible exception type.
* If no such exception handler is found in the current method, then the method returns and the process is repeated in the calling method.
* If no exception handler is found in any method call on the stack, then the exception is passed to the thread's uncaught exception handler.

throws

* Used in method declarations to specify which exceptions are not handled within the method but rather passed to the next higher level of the program.
* All uncaught exceptions in a method that are not instances of RuntimeException must be declared using the throws keyword.

Logics or control flow:

 assert

* Assert describes a predicate (a true–false statement) placed in a Java program to indicate that the developer thinks that the predicate is always true at that place. If an assertion evaluates to false at run-time, an assertion failure results, which typically causes execution to abort. Optionally enabled by the ClassLoader method.

break

* Used to end the execution in the current loop body.

case

* A statement in the switch block can be labelled with one or more case or default labels.
* The switch statement evaluates its expression, then executes all statements that follow the matching case label; see switch.

continue

* Used to resume program execution at the end of the current loop body. If followed by a label, continue resumes execution at the end of the enclosing labelled loop body.

do

* The do keyword is used in conjunction with while to create a do-while loop, which executes a block of statements associated with the loop and then tests a Boolean expression associated with the while.
* If the expression evaluates to true, the block is executed again; this continues until the expression evaluates to false.

else

* The else keyword is used in conjunction with if to create an if-else statement, which tests a boolean expression; if the expression evaluates to true, the block of statements associated with the if are evaluated; if it evaluates to false, the block of statements associated with the else are evaluated.

enum (added in J2SE 5.0)

* A Java keyword used to declare an enumerated type. Enumerations extend the base class Enum.

for

* The for keyword is used to create a for loop, which specifies a variable initialization, a boolean expression, and an incrementation.
* The variable initialization is performed first, and then the boolean expression is evaluated.
* If the expression evaluates to true, the block of statements associated with the loop are executed, and then the incrementation is performed.
* The boolean expression is then evaluated again; this continues until the expression evaluates to false.
* As of J2SE 5.0, the for keyword can also be used to create a so-called "enhanced for loop",[16] which specifies an array or Iterable object; each iteration of the loop executes the associated block of statements using a different element in the array or Iterable.

 if

* The if keyword is used to create an if statement, which tests a boolean expression;
* if the expression evaluates to true, the block of statements associated with the if statement is executed.
* This keyword can also be used to create an if-else statement; see else.

 native

* Used in method declarations to specify that the method is not implemented in the same Java source file, but rather in another language.

 switch

* The switch keyword is used in conjunction with case and default to create a switch statement, which evaluates a variable, matches its value to a specific case, and executes the block of statements associated with that case.
* If no case matches the value, the optional block labelled by default is executed, if included.

while

* The while keyword is used to create a while loop, which tests a boolean expression and executes the block of statements associated with the loop if the expression evaluates to true; this continues until the expression evaluates too false.
* This keyword can also be used to create a do-while loop; see do.

Data Types :

* In java every variable should have some type and every expression should have type.
* Each and every assignment is checked by the compiler for type compatibility and every type is clearly defined.
* Hence java lang|| is considered as a strongly typed programming language.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Primitive Data Types | Default Values | Size | Min value | Max Value | Wrapper Object Data Types |
| byte | 0 | 1 byte (8 bits) | -128 | 127 | Byte |
| short | 0 | 2 byte(16 bits) | - 32768 | 32767 | Short |
| int | 0 | 4 byte(32 bits) | - 2147483648 | 2147483647 | Integer |
| long | 0 | 8 byte(64 bits) | -9,223,372,036,854,775,808 | 9,223,372,036,854,775,807. | Long |
| float | 0.0 | 4 byte(32 bits)(5-6 decimal) | -3.4e38  (3.4\*10^(38)) | 3.4e^38 | Float |
| double | 0.0 | 8 byte(64 bits)(14-15 decimal) | -1.7e308 | 1.7e^308 | Double |
| boolean | false | 1 bit | true | false | Boolean |
| Char |  | 2 byte | 0 | 65535 | Character |

Literals

* Literals in Java are a sequence of characters (digits, letters, and other characters) that represent constant values to be stored in variables.
* Java language specifies five major types of literals.
* Literals can be any number, text, or other information that represents a value.
* This means what you type is what you get.
* We will use literals in addition to variables in Java statements.
* While writing a source code as a character sequence, we can specify any value as a literal such as an integer.
* Any constant value which can be assigned to the variable is called literal.

Ex: int x=10; → Constant value /literal

Integral literals

* For integral data types (byte, short, int, long) we can specify literal values in the following ways

Decimal literals (base 10):

* Allowed digits are ‘0 to 9’.
* Ex: int x=9999;

Octal Literals (base 8):

* Allowed digits are 0 to 7, literal value should be prefixed with zero.
* Ex: int x=060;

Hexadecimal Literals (base 16)

* Allowed digits are 0 to 9, a to f /A to F. Literal value should be prefixed with 0x or 0X
  + - Ex: int x= 0 X10;
* For extra digits a to f we can use both lowercase and uppercase.
* This is one of the very few places where java is not case sensitive.
* Literal value should be prefixed with 0x or 0X
  + - Ex: int x= 0X10;
* Which of the following declarations are valid.

int x=10;   // yes

int x=0786; //No

int x=786;  //Yes

int x=0777; //Yes

int x=0XFace; //yes

int x=0xBeef;//Yes

int x=0xBeer //No

public class LiteralsTest1 {

public static void main(String args[]){

int x=10;

int x1=010;

int x2=0x10; //

int x3=0123;   //   0×8³+1×8²+2×8¹+3×8⁰ = 83

System.out.println("Literals " + x +"  " + x3 + "  " +x2);

}

}

* By default every integral literal is of int type, but we can specify explicitly as long type by suffixing with l or L .

Ex:

int x=10; //valid

long l=10L; //valid

long l=10; //valid

int x= 10L; // In valid

* There is no way to specify byte and short literal explicitly.
* Whenever we are assigning integral literals to the byte variable and if the value is within the range of byte, the compiler treats automatically as byte literal, similarly short literal also.

byte b=10;

byte b=127;

byte b=128; //invalid

short = 32767;

short = 32768; //invalid

Floating Point literals

* By default, every floating-point literal is of double type and hence we cannot assign directly to the float variable but we can specify explicitly floating-point literal as float type by suffixing with f or F.

Ex:

float f= 2134.123;   // invalid

double d= 2134.123; // valid

float f= 123456.789F;//valid

* We can specify explicitly floating-point literal as double type by suffixing with d or D. Of course, this convention is not required.

Ex:  double d = 123456.789D

float f= 123456.789D

* We can specify floating point literal only in decimal form.
* octal and Hexadecimal forms are not allowed.
* Ex:

double d = 123.456;

double d = 0123.456;

double d = 0x123.456;

* We can assign an integral literal directly to floating point variables and that integral literal can be specified either in decimal or Octal or HexaDecimal form.

double d = 10;

double d=010;

double d=0x10;

which one is valid :

double d=0786; // invalid

double d = 0786.0; // valid

double d = 0777;// valid

double d=0xface;// valid

* So, we can assign integral literals to floating point literals.
* But we cannot assign floating point literal to the integral types.

Ex: int x=10.5;

* We can assign floating point literals in exponential form also.

Ex:

double d= 1.2e3; // 1.2\* 10 \* 10 \* 10 =1200

float f=1.2e3; // invalid

float f = 1.2e3F;

Character literals

* char data type is a single 16-bit Unicode character.
* We can specify a character literal as a single printable character in a pair of single quote characters such as
* 'a', '#’ and '3'.
* You must know about the ASCII character set.
* The ASCII character set includes 128 characters including letters, numerals, punctuation etc.
* The table below shows a set of these special characters.

char c =’a’; //valid

Char c =”b”;// invalid

char c =’ab’;// invalid

Ex: char c= ;

* The character literal can  be specified either in decimal or octal or hexadecimal  form but allowed range is

0 to 65535.

char ch =0777;

char ch =oxface;

Char ch =oxbeef;

* Which is represent a char literal in unicode representation which is nothing but  ‘\uxxxx’;

Every escape character acts as char literal;

Ex:

char ch =’\n’;

char ch =’\t’;

Char ch =’\r’;

|  |  |
| --- | --- |
| Escape | Meaning |
| \n | New line |
| \t | Tab |
| \b | Backspace |
| \r | Carriage return |
| \f | Form feed |
| \\ | Backslash |
| \' | Single quotation mark |
| \" | Double quotation mark |
| \d | Octal |
| \xd | Hexadecimal |
| \ud | Unicode character |

* If we want to specify a single quote, backslash, or a non-printable character as a character literal use an escape sequence.
* An escape sequence uses a special syntax to represent a character.
* The syntax begins with a single backslash character. You can see the below table to view the character literals using the Unicode escape sequence to represent printable and non-printable characters.

|  |  |
| --- | --- |
| 'u0041' | Capital letter A |
| '\u0030' | Digit 0 |
| '\u0022' | Double quote " |
| '\u003b' | Punctuation ; |
| '\u0020' | Space |
| '\u0009' | Horizontal Tab |

String Literals

* The set of characters is represented as String literals in Java.
* Always use "double quotes" for String literals.
* There are few methods provided in Java to combine strings, modify strings and to know whether two strings have the same values.

|  |  |
| --- | --- |
| " " | The empty string |
| " \" " | A string containing double quote |
| "This is a string" | A string containing 16 characters |
| "This is a " + "two-line string" | actually a string-valued constant expression, formed from two string literals |

 Null Literals

* The final literal that we can use in Java programming is a null
* literal.
* We specify the Null literal in the source code as 'null'.
* To reduce the number of references to an object, use null literal.
* The type of the null literal is always null.
* We typically assign null literals to object reference variables.

For instance,

String s = null;

Boolean Literals:

* The values are true and are treated as literals in Java programming.
* When we assign a value to a Boolean variable, we can only use these two values.
* Unlike C, we can't presume that the value of 1 is equivalent to true and 0 is equivalent to false in Java.
* We have to use the values true and false to represent a Boolean value.

Example:

boolean b= false;

* Remember that the literal true is not represented by the quotation marks around it.
* The Java compiler will take it as a string of characters, if it's in quotation marks.

Java Arrays:

* An array is a container that holds data (values) of one single type (homogeneous).
* For example, you can create an array that can hold 100 values of int type.
* Array is a fundamental construct in Java that allows you to store and access large numbers of values conveniently.

 How to declare an array?

* Here's how you can declare an array in Java:
  + dataType[] arrayName;
* dataType can be a primitive data type like: int, char, Double, byte etc.
* or an object.
* arrayName is an identifier.

 Example:

double [] data;

* Here, data is an array that can hold values of type Double

 How many elements can this array hold?

* The next step is to allocate memory for array elements.

data = new double [10];

* The length of the data array is 10.
* Meaning, it can hold 10 elements (10 Double values in this case).
* Note, once the length of the array is defined, it cannot be changed in the program.

 Another example:

int [] age;

age = new int [5];

Here, the age array can hold 5 values of type int.

* It's possible to declare and allocate memory of an array in one statement.
* You can replace the two statements above with a single statement.

int [] age = new int [5];

Java Array Index

* You can access elements of an array by using indices.
* Let's consider the previous example.
* int[] age = new int[5]; --> 0 to 4

The first element of the array is age [0], second is age [1] and so on.

If the length of an array is n, the last element will be arrayName[n-1].

Since the length of age array is 5, the last element of the array is age[4] in the above

example.

The default initial value of elements of an array is 0 for numeric types and false for boolean.

We can demonstrate this:

|  |
| --- |
| class ArrayExample {     public static void main(String[] args) {          int[] age = new int[5];          System.out.println(age[0]);        System.out.println(age[1]);        System.out.println(age[2]);        System.out.println(age[3]);        System.out.println(age[4]);     }  } |

There is a better way to access elements of an array by using looping construct (generally for loop is used).

|  |
| --- |
| class ArrayExample {     public static void main(String[] args) {        int[] age = new int[5];        for (int i = 0; i < 5; ++i) {           System.out.println(age[i]);        }     }  } |

How to initialize arrays in Java?

* In Java, you can initialize arrays during declaration or you can initialize (or change values) later in the program as per your requirement.
* Initialize an Array During Declaration
* Here's how you can initialize an array during declaration.
  + int [] age = {12, 4, 5, 2, 5};
* This statement creates an array and initializes it during declaration.
* The length of the array is determined by the number of values provided which is separated by commas. In our example, the length of age array is 5.
* Let's write a simple program to print elements of this array.

|  |
| --- |
| class ArrayExample {     public static void main(String[] args) {        int[] age = {12, 4, 5, 2, 5};        for (int i = 0; i < 5; ++i) {           System.out.println("Element at index " + i +": " + age[i]);        }     }  }  When you run the program, the output will be:  Element at index 0: 12  Element at index 1: 4  Element at index 2: 5  Element at index 3: 2  Element at index 4: 5 |

How to access array elements?

* You can easily access and alter array elements by using its numeric index. Let's take an example.

|  |
| --- |
| class ArrayExample {     public static void main(String[] args) {        int[] age = new int[5];        // insert 14 to third element        age[2] = 14;        // insert 34 to first element        age[0] = 34;        for (int i = 0; i < 5; ++i) {           System.out.println("Element at index " + i +": " + age[i]);        }     }  } |

* When you run the program, the output will be:

Element at index 0: 34

Element at index 1: 0

Element at index 2: 14

Element at index 3: 0

Element at index 4: 0

Example: Java arrays

* The program below computes the sum and average of values stored in an array of type int.

|  |
| --- |
| class SumAverage {     public static void main(String[] args) {        int[] numbers = {2, -9, 0, 5, 12, -25, 22, 9, 8, 12};        int sum = 0;        Double average;         for (int number: numbers) {          sum += number;       }         int arrayLength = numbers.length;       // Change sum and arrayLength to double as average is in double       average =  ((double)sum / (double)arrayLength);       System.out.println("Sum = " + sum);       System.out.println("Average = " + average);     }  }  When you run the program, the output will be:  Sum = 36  Average = 3.6 |

Couple of things here.

* The for..each loop is used to access each element of the array.
* Learn more on how for...each loop works in Java.
* To calculate the average, int values sum and array Length are converted into double since average is double.
* This is typing casting. Learn more on Java Type casting.
* To get the length of an array, length attribute is used. Here, numbers. Length returns the length of the numbers array.

Multidimensional Arrays

* Arrays we have mentioned till now are called one-dimensional arrays.
* In Java, you can declare an array of arrays known as a multidimensional array.
* Here's an example to declare and initialize a multidimensional array.
  + double[][] matrix = {{1.2, 4.3, 4.0},
    - {4.1, -1.1}
    - };
* Here, the matrix is a 2-dimensional array.
* To create and use an array of primitive data types (like: Double, int etc.), String array, and array of objects.
* It's also possible to create an array of arrays known as a multidimensional array.

 For example,

int[][] a = new int[3][4];

* Here, a is a two-dimensional (2d) array.
* The array can hold a maximum of 12 elements of type int.
* Remember, Java uses zero-based indexing, that is, indexing of arrays in Java starts with 0 and not 1.
* Similarly, you can declare a three-dimensional (3d) array.
  + For example,

String[][][] personalInfo = new String[3][4][2];

* Here, personalInfo is a 3d array that can hold maximum of 24 (3\*4\*2) elements of type String.
* In Java, components of a multidimensional array are also arrays.

How to initialize a 2d array in Java?

* Here's an example to initialize a 2d array in Java.

|  |
| --- |
| int[][] a = {        {1, 2, 3},        {4, 5, 6, 9},        {7},  }; |

* As mentioned, each component of array a is an array in itself, and length of each row is also different.
* Since each component of a multidimensional array is also an array (a[0], a[1] and a[2] are also arrays), you can use length attributes to find the length of each row.

Example: Print all elements of 2d array Using Loop

|  |
| --- |
| class MultidimensionalArray {     public static void main(String[] args) {        int[][] a = {              {1, -2, 3},              {-4, -5, 6, 9}                   };         for (int i = 0; i < a.length; ++i) {          for(int j = 0; j < a[i].length; ++j) {             System.out.println(a[i][j]);          }       }     }  } |

* It's better to use for..each loop to iterate through arrays whenever possible.
* You can perform the same task using for..each loop as:

|  |
| --- |
| class MultidimensionalArray {     public static void main(String[] args) {        int[][] a = {              {1, -2, 3},              {-4, -5, 6, 9},              {7},        };         for (int[] innerArray: a) {          for(int data: innerArray) {             System.out.println(data);          }       }     }  } |

How to initialize a 3d array in Java?

You can initialize a 3d array in a similar way like a 2d array. Here's an example:

|  |
| --- |
| // test is a 3d array  int[][][] test = {                {                 {1, -2, 3},                 {2, 3, 4}                },                {                 {-4, -5, 6, 9},                 {1},                 {2, 3}                }  }; |

Basically, a 3d array is an array of 2d arrays.

Similar to 2d arrays, rows of 3d arrays can vary in length.

|  |
| --- |
| Example: Program to print elements of 3d array using loop  class ThreeArray {     public static void main(String[] args) {       // test is a 3d array       int[][][] test = {                {                 {1, -2, 3},                 {2, 3, 4}                },                {    {-4, -5, 6, 9},                 {1},                 {2, 3}                }       };         // for..each loop to iterate through elements of 3d array       for (int[][] array2D: test) {          for (int[] array1D: array2D) {             for(int item: array1D) {                System.out.print(item);             }          }       }    }  } |

Types of variables:

Division 1:

* + Based on type of value represented by a variable all variables are divided into 2 types;
  + 1)Primitive variables: can be used to represent primitive values. (\* TYPES)
* Example:

|  |
| --- |
| Ex:  int a=10;  static int b=10;  m1(){  int x=10;  } |

* + 2) reference variables: can be used to refer to objects.
* Example:

|  |
| --- |
| Ex:  Student s= new Student();  String s = “Srikanth”; |

Division 2:

Based on behaviour and position of declaration all variables are divided into 3 types.

1)Instance variables 2) static variables 3) local variables.

* Instance variables:
* If the value of a variable is varied from object → object such types of variables are called instance variables.
* For every object a separate copy of instance variables will be created.
* Instance variables will be created at the time of object creation and destroyed at the time of object destruction; hence the scope instance variable is exactly the same as the scope of object.
* Instance variables will be stored in the heap memory as the part of an object.
* Instance variables should be declared within the class directly but outside of any method or constructor or block.
* We can’t access instance variables directly from static areas but we can access them by using object reference.
* From the instance area we can access instance members directly.
* For instance, we are not required to perform initialization explicitly, because the JVM always provides default values.
* Instance variables are also known as object level variables or attributes.
* Static variables: -
* If the value of a variable is not varied from object to object, then it is recommended to declare that variable as a static variable, we have to declare such types of variables at class level by using a static modifier.
* In the case of instance variables, a separate copy will be created for every object but in the case of static variables a single copy will be created at class level and shared by every object of that class.
* static variables will be created at the time of class loading and destroyed at the time of class unloading.
* Hence scope of static variables is exactly the same as the scope of the class.
* static variables will be stored in the method area.
* static variables should be declared within a class directly but outside of any method or block or constructor.
* We can access static variables either by object reference or by class name but recommended using class names.
* within the same class it’s not required to use class names also and we can access directly.
* We can access static variables directly from both static and instance areas.
* For static variables JVM will provide default values and we are not required to perform initialization explicitly.
* static variables also known as class level variables or fields.
  + Ex: Testvariables4.java
  + Note: If we perform any change to the instance variable that change will be reflected only for that particular object because for every object a separate copy of the instance variable is available.
  + If we perform any change to the static variable that change will be reflected for all objects. Because a single static variable is shared by all objects of that class.
* Local variables:
  + Sometimes we meet temporary requirements of programmers.
  + We can declare variables inside a method / block /constructor such as local variables or temporary variables or automatic variables or stack variables.
  + local variables will be stored inside stack memory.
  + local variables will be created while executing the block in which we declared that variable.
  + Once that block executing is completed, automatically that local variable will be destroyed.
  + The scope of the local variable is the block in which we declare that local variable i.e. from outside of the block we can’t access.
  + Note: It is not recommended to perform initialization for local variables logical blocks.
  + Because there is no guarantee for the execution of its blocks at runtime.
  + It is highly recommended to perform initialization for local variables at the time of declaration at least with default values.
  + Note: The only applicable modifier for local variables is final by mistake if we are trying to declare with any other modifier we will get a compile time error.
  + Ex: Testvariables5.java
  + If we are not declaring with any modifier then it is <default> by default but this rule is applicable only for instance and static variables but not for local variables.
* Conclusion:
  + For instance, static variables JVM will provide default values and we are not required to perform initialization explicitly, but for local variables JVM won’t provide any default values, we should perform initialization explicitly before using that variable.
* Var arg methods
  + Until the 1.4 version we can’t declare a method with a variable number of arguments.
  + If there is a change in the number of arguments compulsory, we should declare a new method which increases length of the code and reduces readability.
  + To overcome this problem sun people introduced var arg methods in 1.5 version.
  + According to this we can declare a method which can take any number of arguments, such types of methods are called var arg methods.
  + We can declare a var arg method as follows.
  + m1(int ...x);
  + We can call this method by passing any number of int values including zero.
    - m1();
    - m1(10, 20, 30);
    - m1(10, 20, 30, 40, 50);
  + Ex: varargs Example 1:
  + Internally var arg parameter will be converted into a one-dimensional array.
  + Hence within the var arg method we can differentiate values by using “index”.
  + Ex:  Varargs Example 2
* Conclusions:

Case1:

m1(int… x);

m1 (int   ...x);

m1(int x...);

m1(int.  ..x);

m1(int ...x);

m1(int  .x..);

Case 2:

We can mix var arg parameters with normal parameters.

m1(char ch, String… s);

m1(int x, int… g);

Case 3:

* If we mix var arg parameter with normal parameter then var arg parameter should be the last parameter.

Ex: m1(double ... d, int x); CE

m1(int x, double… b);

Case 4:

* In the var-arg method we can take only one var-arg parameter if we are trying to take more than one var- arg parameter then we will get a compile time error.

|  |
| --- |
| Ex: m1(double … x, int ...y); |

Case 5 :

* In general var arg method will get the lowest priority i.e if no other method matched then only var arg() will get a chance.

It has exactly the same “default” case inside the switch.

|  |
| --- |
| Ex: Varargs Example |

Case 6:

* With the same class we can’t declare var arg method and corresponding array argument method simultaneously otherwise we will get a compile time error.

|  |
| --- |
| Ex:  class Test {  p s v m 1(int… x){   ----   }  public void m1(int[] x){-----}    }  CE: can not declare both m1(int[]) and m1(int ...) in Test. |

* Equivalence between var arg parameter and one dimensional array:

  Case 1 :

* wherever one-dimensional array is present we can replace it with a var arg parameter.

     m1(int [ ] x)  ⇒ m1(int... x)

Ex: main(String[] args) ⇒ main(String…  args);

Case2 :

* wherever the var arg parameter is present we can’t replace it with a one dimensional array.

m1(int… x) ⇒ m1(int[ ] x) ;

Note :

 m1(int… x) ⇒ int[] x;

* We can call this method by passing any number of int values and x will become a one- dimensional int array.

m1(int[].. x) ⇒ int[][] x;

* we can call this method by passing a group of dimension arrays and x will become a 2-0 int array.
* main () method.
* whether class contains the main () method or not and whether main() is declared according to requirement or not.
* These things won’t be checked by the compiler.
* At runtime JVM is responsible for checking these things.
* If JVM is unable to find the main () method then we will get a Runtime Exception saying.
* Error: Main method not found in class.

class Test { }

Javac Test.java

Java Test

* RE: NoSuchMethodError: main
* At runtime JVM will always search for the main() method with the following prototype.

public static void main(String [] args){

}

public → To call by JVM from anywhere.

* static → without an existing object also JVM has to call this method or main () functionality is independent of Object.
* void → main method won’t return anything to JVM.
* main → this is the name which is configured inside JVM.
* String [] → command line argument.
* If we perform any change to the above syntax, we will get a Runtime exception saying NoSuchMethodError and we won’t get any compile time error.
* Even Though above syntax is very strict, the following changes are acceptable.
* We can change the order of modifiers i.e instead of public static we can take static public.
* We can declare String[] args in any acceptable form.
  + - main(String[] args)
    - main(String args[])
* instead of args we can take any valid Java identifier.
* We can replace String[] with the var arg parameter.
  + - main(String… args);
* We can declare main() method the following modifiers also

final 2) synchronized 3) strictfp

* Which of the following main() method declarations are valid
  + - public static void main(String args); //Invalid
    - public static void Main(String[] args); //Invalid
    - public void main(String args[]);//Invalid
    - public static int main(String args[]);//Invalid
    - final synchronized strictfp Public static void main(String args[]);//Invalid
    - final synchronized strictfp public static void main(String args[]); //valid
    - public static void main(String… args); //valid
* Case 1:
* Overloading of the main () method is possible but JVM will always call String [] argument main () only.
* The overloaded method we have to call explicitly is like a normal method call.
* Case 2:
* Inheritance concept applicable for main() method hence parent class main() by default available to child class due to this while executing child class, if a child doesn’t contain the main method then the parent class main method will be executed.
* Case 3 :
* Overriding concept applicable for main() method but it is not overriding and method hiding.
* Command line arguments:
* The arguments which are passed from the command prompt are called command line arguments.

Java Test A B C

args[0] args[1] args[2];

args.length=3;

* The main objective of command line arguments is that we can customize the behavior of main().
* Within the main method command line arguments are available in String form.

|  |
| --- |
| Class Test{  p s v  m(String[] args){  for(int i=0 ; i<=args.length; i++){  sop(args[i]);  }  }  } |

* Java Coding standards:
* Readability of the code will be improved.
* class name Should start with a capital letter and camelCase.
* Ex: HelloWorld
* Method, variables names should start with small and camel case
* Ex: additionNumbers
* Ex: age, gender, name
* package names should be small.
* Ex: opps, langfunda
* Constructors
* Constructor in java is used to create the instance of the class.
* Constructors are almost similar to methods except for two things - its name is the same as the class name and it has no return type.
* Sometimes constructors are also referred to as special methods to initialize an object.
* Constructor Types
* Default constructors.
* It’s not required to always provide a constructor implementation in the class code.
* If we don’t provide a constructor, then java provides default constructor implementation for us to use.
* Let’s look at a simple program where the default constructor is being used since, we will not explicitly define a constructor.
* Default constructor's only role is to initialize the object and return it to the calling code.
* Default constructor is always without argument and provided by the Java compiler only when there is no existing constructor defined.
* No-Arg Constructors.
* Constructor without any argument is called a no-args constructor.
* It’s like overriding the default constructor and used to do some pre-initialization stuff such as checking resources, network connections, logging, etc.
* Let’s have a quick look at the no-args constructor in java. \*/
* Parameterized Constructors.
* Constructor with arguments is called a parameterized constructor.
* Let’s look at the example of a parameterized constructor in java. \*/
* Constructor Overloading in Java
* When we have more than one constructor, then it’s constructor overloading in java.
* Let’s look at an example of constructor overloading in a Java program. \*/
* Private Constructor in Java
* Note that we can’t use abstract, final, static and synchronized keywords with constructors.
* However, we can use access modifiers to control the instantiation of class objects.
* Using public and default access is still fine, but what is the use of making a constructor private?
* In that case any other class won’t be able to create the instance of the class.
* Well, a constructor is made private in case we want to implement a singleton design pattern.
* Since Java automatically provides default constructor, we have to explicitly create a constructor and keep it private.
* Client classes are provided with a utility static method to get the instance of the class.
* An example of a private constructor for TestConstructorsDemo class is given below.
* Constructor Chaining in Java
* When a constructor calls another constructor of the same class, it’s called constructor chaining.
* We have to use this keyword to call another constructor of the class.
* Sometimes it’s used to set some default values of the class variables.
* Note that another constructor call should be the first statement in the code block.
* Also, there should not be recursive calls that will create an infinite loop.

|  |
| --- |
| Example :  package com.languagefundamentals;  /\*Let’s see an example of constructor chaining in java program.\*/  public class TestConstructorsDemo {  int id;  String name;  // parameterized constructors  TestConstructorsDemo(int id, String name, int age) {  this.id = id;  this.name = name;  System.out.println(name + " Age : " + age);  }  // no argument constructors  public TestConstructorsDemo() {  this(18, "Kohli", 34); // Constructor Chaining in Java  System.out.println("No arg constructors !!");  }  public static void main(String[] args) {  System.out.println("Hello main method !!");  // Creating an Object  // TestConstructorsDemo() --> default constructors in Java  TestConstructorsDemo t = new TestConstructorsDemo();  TestConstructorsDemo t1 = new TestConstructorsDemo(7, "Dhoni", 40);  System.out.println(t1.id);  System.out.println(t1.name);  }  static {  System.out.println("Hello static block !!");  }  {  System.out.println("Hello instance Block !!");  }  } |

\*\*\* End Of Language Fundamentals \*\*\*

Declarations and Access modifiers

Access Modifiers Table with 12 keywords 👍

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Access Modifier | Class | Inner classes | Methods | Variables | Blocks | Interface | Scope |
| private | NO | YES | YES | YES | NO | NO | Within the class only. |
| <default> | YES | YES | YES | YES | YES | YES | Within the package. |
| protected | NO | YES | YES | YES | NO | NO | Within the package + outside of the packages of sub classes with subclasses objects. |
| public | YES | YES | YES | YES | NO | YES | Anywhere in the project. |
|  |  |  |  |  |  |  |  |
| abstract | YES | YES | YES | NO | NO | NO |  |
| static | NO | YES | YES | YES | YES | NO |  |
| synchronized | NO | NO | YES | NO | YES | NO |  |
| strictfp | YES | YES | YES | NO | NO | YES |  |
|  |  |  |  |  |  |  |  |
| final | YES | YES | YES | YES | NO | YES | final is for class means, we cannot extend that class.  final is for methods means, we cannot override the method.  Final is for variables. Then we cannot change values. |
| transient | NO | NO | NO | YES | NO | NO |  |
| volatile | NO | NO | NO | YES | NO | NO |  |
| native | NO | NO | YES | NO | NO | NO |  |

* Java source file structure.
* class level modifiers :-(classes)
* member level modifiers: - (variables and methods)
* A java program can conduct any number of classes but at most one class can be declared as public.
* If there is a public class then the name of the public class and the name of the program must be the same otherwise, we will get a Compile Time Error.
* If there is no public class then any name, we can use for the java program and there are no restrictions.
* Case i)
* If there is no public class then we can use any name for java program and there are no restrictions

ex: - A.java B.java C.java Test.java

* Case ii)
* If class B is declared as public and the name of the program is Test.java.
* Then we will get a compile time error saying Class B public should be declared in a file named B.java.
* case iii)
* If we declare both B and C classes as public and the name of the program is B.java then we will get a compile time error saying class C is public, should be declared in a file named C.java.
* Ex: Test.java
* Conclusions
* We can compile a java program but we can’t run a java class.
* Whenever we compile a Java program for every class in that program a separate .class file will be generated.
* Whenever we are executing a java class the corresponding class main method will be executed.
* If the class doesn’t contain the main method, then we will get R E saying NoSuchMethodError: main.
* Whenever we are trying to execute a java class. If the corresponding .class file is not available then we will get R E saying NoClassdefFoundError: B
* It is not recommended to take multiple classes in the same program.
* It is highly recommended to declare only one class for the source file and the name of the file and the name of the class must be matched. The advantage of this approach is readability and maintainability of the application will be improved.
* import statement:
* Case 1)

There are 2 types of import statements

1)Explicit class import

2)Implicit class import

* Explicit class import:

Ex: import java.util.ArrayList;

Recommended to use because it improves readability of the code.

* Implicit class import:

Ex: import java.util.\*;

Not recommended to use because it reduces readability of the code.

* Case 2)
* Which of the following statements are meaningful?

import java.util.ArrayList;

import java.util.ArrayList.\*;

import java.util;

import java.util.\*;

* Case 3)
* Consider the following code

class Myobject extends java.rmi.RMISecurityManager {}

{}

* Even though we are not writing an import statement the code compiles fine because we are using a fully qualified name.

Note:

* Whenever we are writing a fully qualified name, it is not required to write an import statement.
* Similarly, whenever we are writing an import statement it is not required to write a fully qualified name.
* Case 4)
* Ex:

|  |
| --- |
| import java.util.\*;  import java.sql.\*;  class Test {  public static void main (String args[]){  Date d= new Date ();  }  } |

Note: Even in the case of list also we may get same ambiguity problem because it is available in both util and AWT packages (List)

* Case 5)

|  |
| --- |
| import java.util.Date;  import java.sql.\*;  class Test{  public static void main(String args[]){  Date d= new Date();  }  } |

Note: In the above example util package Date will be considered.

While resolving class names, compilers will always consider precedence in the following order.

i) Explicit class imports

ii)classes present in current working directories.

iii)implicit class import.

* Case 6)
* Whenever we are importing a (util) package all classes and interfaces present in that (util)package are by default available but not sub package classes.
* To make sub package class compulsory we should write import statements until subpackage level.
* Ex: To use the Pattern class in our program directly, which import statement is required.
* i) import java.util.\*;
* ii) import java.util.regex.Pattern;
* iii) import java.\*;
* iv) No import is required.

* Case 7)
* The following 2 packages are not required to import, because all classes and interfaces present in these two packages are by default available in every java program.
  + - java.lang package
    - default package i.e current working directory.
* Case 8)
* Import statements are totally a compile time issue.
* if there are more import statements then more will be the compile time.
* But there is no effect on execution time.
* Case 9):
* Difference between C and java language import statements.
* Note:
* In the case of c language # include all specified header files will be loaded at the beginning only.
* This is something like static loading.
* But in the case of a java language import statement, no .class file will be loaded at the beginning.
* Whenever we are using a particular class then only the corresponding .class file will be loaded.
* This is something like dynamic loading (load- on fly or load- on demand).
* Static import
* According to Sun people static import improves readability of the code but according to worldwide programming experts (like us) usage of static import reduces readability and creates performance problems.
* Hence if there is no specific requirement then it is not recommended to use static imports.
* Usually, we can access static members by using class names but whenever we are writing static imports, it's not required to use class names to access static members and we can access them directly.

Explain about System.out.println();

class Test {

static String name = “Srikanth”;

}

Test.name.length(); //8

→ ‘Test’ is a class

→ ‘name’ is a static variable of type String present in Test class.

→ ‘length()’ is a method present in String class.

class System{

static PrintStream out;

}

System.out.println();

* ‘System’ is a class present in a java.lang package.
* ‘out’ is a static variable of the PrintStream present in System class.
* ‘println()’ method is present in a PrintStream class.
* Note : ‘out ’ is a static variable present in System class, hence we can access it by using class name System but whenever we are writing static imports it is not required to use class name and we can access directly.

Ex:

import static java.lang.System.out;

class Test {

public static void main(String args[]){

out.println(“Hello”);

out.println(“Hello”);

}

}

Ex:

import static java.lang.Integer.\*;

import static java.lang.Byte.\*;

class Test {

public static void main(String args[]){

System.out.println(MAX\_VALUE);

}

}

* While resolving static members, the compiler will always use the precedence in the following order.
* Current class static members.
* Explicit static import.
* Implicit static import.
* Ex:TestSystem Out.java
* import static java.lang.Integer.MAX\_VALUE; //2
* import static java.lang.\*; //3

class Test{

//static int MAX\_VALUE=999; //1

{

public static void main(String args[]){

System.out.Println(MAX\_VALUE);

}

}

If we comment line 1) then explicit static import will be considered. In this case output is 2147483647(Integer class MAX\_VALUE).

If we comment both lines 1 and 2 then output is 127. (Byte class MAX\_VALUE).

* Two packages contain a class with the same name is very rare and hence ambiguity.
* The problem in the case of normal import is also very rare.
* But two classes containing a variable or method with the same name is a very common problem in static imports.
* Usage of static import reduces readability and understandability of the code hence if there are no specific requirements then it’s not recommended to use static import.
* Packages or Package statement:
* A group of related classes and interfaces into a single unit is nothing but Package. or
* Package is an encapsulation mechanism to group related classes and interfaces into a single unit.
* Ex: All classes and interfaces which are useful for database operations or grouped into a separate package which is nothing but java.Sql package.
* Ex: All classes and interfaces meant for file IO operations or grouped into a separate package which is nothing but java.io package.
* Advantages of package statement:
* We can resolve naming conflicts.
* It improves the modularity of the application.
* It provides security for our classes.
* There is one universally accepted naming convention for packages i.e use the internet domain name in reverse.

Ex:

com.icici bank.loan.housing loan.Account

com.icicibank→ client internet domain name in reverse loan → module name

housing loan → sub module name.

Account → class name

Ex: JavaC Test.java

* Generated .class file will be placed in the current working directory.
* javac -d . Test.java
* “-d” means destination to place generated class files.
* Generated .class file will be placed in the corresponding package structure.
* If the package structure is not already available then this command itself will create the required package structure.
* instead of . we can use any valid directory name.

Ex: javac -d c: Test.java

* If the specified destination is not already available then we will get a compile time error.

Ex: javac -d Z: Test.java

* If ‘Z: ’ is not available then we will get a compile time error, at the time of execution compulsory we have to use fully qualified name

Java com.srikanth.scjp.Test

* Conclusion 1:
* Inside any java program at most one package statement is allowed.
* i.e if we are trying to take more than one package statement then we will get a compile time error.

Ex:

package pack1;

//package pack 2;

Class A{}

* Conclusion 2 :
* Inside any java program the first non-comment statement should be a package statement (if it is available) otherwise we will get CE.

Ex:

//import java.util.\*

Package pack1;

Class A{ } ⇒ CE: class, interface or enum expected.

* The following is a valid java source file structure.
* At most one package statement
* Any number of import statement
* Any number of class / interface / enum declarations
* Note : An empty source file is a valid Java program the following are valid java source files.

Test.java

package pack1;

import java.util.\*;

Test.java

→ import java.util.\*;

Test.java

→ class { --- } :

* class level modifiers:
* Whenever we are writing a java class, we have to provide some information about our class to the JVM.
* Whether this class is accessible from anywhere or not.
* Whether child class creation is possible or not.
* Whether object creation is possible or not.
* We can specify this information by declaring with appropriate modifiers. Only applicable modifiers for top level classes are

|  |
| --- |
| public  default  final  abstract  strictfp |

* But for inner classes applicable modifiers are

|  |
| --- |
| public private      default protected      final + static      abstract      Strictfp |

* Access specifiers and Access modifiers.
* public, private, protected and default considered as Access specifiers.
* Except these remaining are considered as modifiers but this rule is applicable, only for old languages but not for java.
* In Java all are considered as Access modifiers only.
  + There is no terminology like access specifiers.
    - ex:- private class Test{
    - }
    - CE: modifier private not allowed here.
* Public classes
* If a class is declared as public then we can access that class from anywhere, either within the package or from outside the package.

|  |
| --- |
| package pack1 ;  public class A  {  public void m1(){    System.out.println(“A class method ”);  }  }  package pack2;  import pack 1.A;  class B {     Public static void main(String args[]){  A a= new A();    a.m1();  }  } |

* In the above example class A is not public then while compiling B class, we will get a compile time error.
* saying pack1.A is not public and pack1 cannot be accessed from outside the package.
* default classes
* If a class is declared with a default modifier (i.e if we are not declared in public) then we can access that class only within the current package i.e from outside the package we can’t access.
* Hence default access is also known as package level access.
* final modifier
* final is the modifier applicable for classes, methods and variables.
* final methods
* Whatever methods a parent has by default available to the child, sometimes the child may not satisfy the parent implementation then the child is allowed to redefine that method based on its requirement, this is called overriding.
* If the parent method is declared with the final then we can’t override that method in the child class.
* If we are trying to override then we will get a compile time error.
* final class
* If a class is declared as a final then we can’t extend that class i.e we can’t create a child class for that class.
  + ex: -
* Note: Every method present inside the final class is always final whether we are declaring or not.
* But every variable present inside a final class need not be final
  + Note: The main advantage of final keyword is
* We can achieve security because no one is allowed to change our implementation.
* But the problem with the final keyword is we are missing the benefits of oops.

1. Inheritance → final classes
2. Polymorphism → final methods

* Note: Hence if there are no specific requirements then it is not recommended to use the final keyword.
* abstract modifiers
* abstract is a modifier applicable for classes and methods but not for variables.
* abstract method:
* Even Though, we don’t know about implementation still we can declare methods with abstract i.e. for abstract methods only declaration is available but not implementation.
* Hence abstract method declaration should end with a semicolon.

|  |
| --- |
| //valid  public abstract void sum() ;  //invalid  public abstract void m1(){  System.out.println(“Hello”);  } |

* child class is responsible to provide implementation for parent class abstract methods.
* The main advantage of declaring abstract methods in the parent class is we can provide guidelines to the child classes such that which methods are compulsory they require to implement.
* abstract modifiers never talk about implementation.
* If any modifier talks about implementation, then it finds illegal combinations with abstract modifiers.
* The following are various illegal combinations of modifier methods.

|  |
| --- |
| abstract → final  abstract → synchronized  abstract → native  abstract → private  abstract → static  abstract → strictfp |

* abstract class
* For any java class if we don’t want object creation then we have to declare that class with abstract modifier i.e for abstract classes instantiation is not possible.

|  |
| --- |
| ex:-  abstract class Test  {  public abstract m1();  }  1)  Test t = new Test1();  C.E: Test is abstract : cannot be instantiated. |

* abstract class vs abstract method
* If a class contains at least one abstract method then it is compulsory, we should declare the class as abstract, otherwise we will get compile time errors.
* reason: If a class contains at least one abstract method then implementation is not complete.
* Hence, we can’t create objects to restrict object creation, we should declare class as abstract.
* Even though class doesn’t contain any abstract method, still we can declare class as abstract i.e an abstract class can contain zero number of abstract methods also.
* Ex: HttpServlet class is abstract but it doesn’t contain any abstract method.
* Every adapter class is recommended to declare as abstract even though it does not contain any abstract methods.

Abc interface → declaration 1000 methods

Xyz class implements Abc→ should define 1000 methods.

* abstract vs final
* final methods we can’t override.
* abstract methods we should override
* Strictfp modifier:- 1.2 version
* This modifier is applicable for classes and methods but not for variables.
* strictfp method;
* The result of floating-point calculation varies from platform to platform.
* If we want platform independent results then we should go for strictfp modifier.
* If a method is declared as strictfp then all floating-point calculation in that method has to follow IEEE 754 standard so that we will get platform independent results.
* strictfp class.
* If a class is declared as strictfp every concrete method in that class has to follow IEEE 754 standard. so that we will get platform independent results.
* strictfp vs abstract:
* strictfp method always talks about implementation whereas abstract method never talks about implementation, hence abstract, strictfp is an illegal combination for methods.
* We can declare abstract class with strictfp modifier

i.e abstract strictfp combination is legal for class but illegal for methods.

|  |
| --- |
| Ex:  abstract strictfp class Test{ } → Valid  abstract strictfp m1(); → Invalid  → CE : Illegal combination of modifiers abstract and strictfp. |

* Members (variables or Methods) modifiers:
* public members:
* If a member is public then we (can access that member from anywhere) but the corresponding class should be visible i.e before checking member visibility we have to check class visibility.

|  |
| --- |
| package pack1;  class A{  public void m1(){}  }  Public class B {  P s v m(String args){  A a = new A();  a.m1();  }  package pack2;  import pack1.B;  class D extends A  {  P s v m(String args){  D d = new A();  d.m1();  }  } |

* In the above example even though m1 is public we can’t access it from outside pack1 because the corresponding class A is not public.
* If both class and method are public then only, we can access the method from outside the package.
* default members:
* If a member is declared as default then we can access that member within the current package anywhere hence default access is also known as package level access.
* private members:
* If a member is declared as private then we can access that member only within the class i.e from outside of the class we can’t access.
* private methods are not visible to the child classes whereas abstract methods should be visible to the child classes to provide implementation.
* Hence private abstract combination is illegal for methods.
* protected members:
* If a member declared as protected then we can access that member
* within the current package anywhere and outside package only in child classes.
* Protected = <default > + kids
* Note: within the current package we can access protected members either by using parent references or by using child references but from the outside package we can access protected members only in the child classes and we should use child references only i.e parent references can’t be used to access protected members from outside the package.
* we can access protected members from outside packages only in child classes and we should use child references only (compulsory current class child references only).
* Ex: From D class if we want to access, we should use D references only.
* Note:
* The most restricted modifier is private.
* The most accessible modifier is public.
* private < default < protected < public
* 1<2<3<4
* Recommended modifier for data members (variable) is private.
* Recommended modifiers for data members (methods) are public.
* final variables:
* final instance variables:
* final static variables:
* final local variables:
* formal parameters
* Formal parameters of a method simply access local variables of that method.
* Hence, we can declare a formal parameter as final.
* If we declare formal parameters as final then within the method we can’t perform re assignment.

Ex: FormalParamsTest.java

String =”sai” ;

* static modifier
* static is the modifier applicable for methods and variables but not for classes.
* we can’t declare top level classes as static but we can declare inner classes as static.
* In the case of instance variables for every object a separate copy will be created but in the case of static variables a single copy will be created at class level and shared by every object of that class.
* We can’t access instance variables directly from the static area. But we can access it directly from the instance area.
* We can access static variables directly from both instance and static areas.
* For static methods compulsory implementation should be there whereas abstract method implementation should not be available.
* Hence abstract and static combination is Illegal.

Ex: StaticTest.java

* Case 1: - overloading concept is applicable for static methods including main methods.

Ex: StaticTest.java

* Jvm will always call the String [] argument main method only then other loaded methods, we have to call explicitly then it will be executed just like the normal method.
* Case 2:
* Inheritance concept is applicable for static methods including main method hence while executing child class, if a child doesn’t contain main method, then parent class main method will be executed.
* synchronized modifier
* synchronize is a modifier that is applicable for methods and blocks but not for classes and variables.
* If a method or block is declared as synchronized then at a time only one thread is allowed to execute that method or block on the given object so we can overcome the DataInConsistency problem.
* But the problem with synchronized is that it increases thread time and creates performance problems.
* Hence if there is any specific requirement then only we can use synchronized.
* native modifier
* native is the modifier applicable for methods but not for classes and variables.
* The methods which are implemented in non-java are called native methods or foreign methods.
* The main advantage of native keywords is to improve the performance of the system.
* To achieve memory level and machine level communication.
* To use already existing legacy non-java code.
* pseudo code to use native keyword: -
* For native methods implementation is already available in other languages and we are not responsible for providing implementation.
* Hence native declaration should hence with “;”

|  |
| --- |
| public native void m1(); → valid  public native m1(){  } → not valid |

* For native methods inheritance, overloading and overriding concepts are applicable.
* The main methods of inheritance, overloading and overriding concepts are applicable.
* The main advantage of native keywords is, it improves the performance of the system but the main problem with native keywords is it breaks platform independent nature of java.
* For native method implementation is already available in old languages but for abstract methods implementation shouldn’t be available, hence native abstract combination is an illegal combination for methods.
* native, Strictfp combination is an illegal method because there is no guarantee whether old language follows IEEE 754 standard or not.
* transient keyword
* transient is the modifier applicable for only variables but not for classes and methods.
* transient keyword is useful in the Serialization context at the time of serialization, if you don’t want to save a particular variable to meet security constraints then we have to declare that variable as transient.
* While performing serialization JVM ignores original value of transient value and saves default value to the file.
* Hence, transient means not to serialize.
* Id 211, name abs, transient age 22 → write → id name age → 0
* Interfaces
* Introduction
* Interface declaration and implementation
* extends vs implementation
* interface methods
* interface variables
* interface naming conflicts

Method naming conflicts

Variable naming conflicts

* marker interface
* adapter interface
* interface vs abstract class vs concrete class
* Differences between interface and abstract class.
* interface Def 1:
* Any service requirement specification is considered as an interface.

Ex:1

JDBC API acts as a requirement specification to develop database drivers.

Database vendor is responsible for providing implementation.

SUN or Oracle → JDBC API → Oracle Driver, Mysql driver, DBdriver.

Ex:2

Servlet API acts as a Requirement specification to develop web servers.

Web server vendors are responsible for providing implementation.

SUN→ Servlet API → Apache Tomcat Server, Oracle weblogic, IBM webSphere.

* interface Def 2:
* From the client point of view, interfaces define the set of services that they expect.
* From a service provider point of view, the interface defines the set of services that are offered.
* Hence interface is considered as a contract between client and service provider.

Ex: ATM GUI Screen represents the set of services that bank people are offering.

At the same time the same GUI Screen represents the set of services that the customer is expecting, hence this GUI Screen acts as a contract between customer and Bank.

* interface Def 3:
* Inside the interface we can take only abstract methods and hence, the interface is considered as 100% pure abstract class.
* Summary:
* Any service requirement specification (or) any contract between client and service provider or 100% pure abstract class is nothing but interface.
* Interface declaration and implementation
* Whenever we are implementing an interface for each and every method of that interface, we should provide implementation otherwise we have to declare class as abstract.
* In this case the child class is responsible to provide implementation.
* Each and every interface method is always public whether we are declaring or not hence while implementing interface method compulsory we should declare as public otherwise, we will get compile time error.

|  |
| --- |
| interface Interf  {  void m1();  void m2();  }  class ServiceProvider implements Interf{  public void m1(){  -----  -----  }  public void m2(){ ----}  }  class SubSrerviceProvider extends ServiceProvider implements interf2 {  public void m2(){ ----}  } |

* extends vs implements:
* A class can extend only one class at a time.
* A class can implement any number of interfaces simultaneously.
* class A, class B
* Interf1, Interf2, Interf3 → 10 methods
* class A extends B implements Interf1, Interf2, Interf3
* A class can extend a class and can implement any number of interfaces simultaneously.
* An interface can extend any number of interfaces simultaneously.

Ex :

interface A { }

interface B { }

interface C extends A, B { }

* Q: Which of the following are valid.
* A class can extend any number of classes simultaneously. invalid
* A class can implement only one interface at a time. Invalid
* A class can extend a class or implement an interface but not both simultaneously. invalid
* An interface can extend only one interface at a time. invalid
* None of the above.
* Consider expression A extends B for which of the following possibilities the above expression is valid.
* Both A and B should be classes. invalid
* Both A and B should be interfaces. invalid
* Both A and B either classes or interfaces. Valid No restrictions.
* Q: A extends B, C
  + A, B And C should be interfaces.
* Q: A extends B implements C, D
* A, B classes
* C, D interfaces
* Q: A implements B, C
* A → class
* B, C are interfaces
* Q: A implements B extends C
* Note : First we have to extends and then implements.
* interface methods.
* Every method present inside the interface is always public and abstract whether we are declaring or not.

interface Interf{

void m1();

}

* Why public and abstract?
* public to make this method available to every implementation class.
* abstract implementation class is responsible for providing implementation.
* Hence inside the interface the following method declarations are equal.
  + void m1();
  + public void m1();
  + abstract void m1();
  + public abstract void m1();
* As every interface method is always public and abstract, we can’t declare it with the following modifiers.

public → private, protected.

abstract → final, static, strictfp, native and synchronized.

Inside interface which of the following method declaration are valid

* public void m1(){ } → Invalid
* private void m1(); → Invalid
* protected void m1(); → Invalid
* static void m1(); → Invalid
* public abstract native void m1(); → Invalid
* abstract public void m1(); → valid
* interface variables:
* An interface can contain variables The main purpose of interface variables is to define requirement level constants.
* Every interface variable is always public, static and final, whether we are declaring or not.

interface Interf

{

int x=10;

}

* public: To make this variable available to every implementation class.
* static: Without an existing object also, we have to access this variable.
* final: implementation class can access but can’t modify, because it is a common variable for all implementation classes.
* Hence the following variable declarations are equal inside the interface.

int x= 10;

public int x=10;

static int x=10;

final int x=10;

public static int x=10;

public final int x=10;

static final int x=10;

public static final int x=10;

* As every interface variable is always public, static and final, we can’t declare it with the following modifiers.

public → private, protected.

static → transient.

final → volatile.

* For interface variables compulsory we should perform initialization at the time of declaration.

   Ex:  interface interf{

int x; // CE

}

* Q: Inside interface which of the following variable declarations are valid.?

int x ;

     protected int x=10;

      protected int x=10;

      volatile int x=10;

      transient int x=10;

public static int x=10;

* + From the implementation class we can access interface variables, but we can’t modify its values.

|  |
| --- |
| Ex :  interface interf{  int x=10;  }  class Test implements interf{  public static void main (String args[]){  int x=888;  System.out.println(x);  System.out.println(interf.x);  } |

* interface Naming conflicts:
* method naming conflicts:

Case 1: If two interfaces contain a method with the same signature (Method name and Method arguments) and same return type then in the implementation class one method implementation is enough.

|  |
| --- |
| Ex :  → interface left {  public void m1();  }  → interface right{  public void m1();  Public void m2();  }   * class Test implements left, right {   public void m1(){  }  Public void m2(){ } |

* Case 2:
* If two interfaces contain a method with the same name but different argument types then in the implementation class, we have to provide implementation for both methods and methods that act as overloaded methods.

|  |
| --- |
| Ex:  interface left {  public void m1();  }  interface right{  public void m1(int x);  }       class Test implements left, right {       // overloaded methods  public void m1(){}  }  public void m1(int x){}  } |

* Case 3:
* If two interfaces contain a method with the same signature

(same method name and same arguments) but different return type then it is impossible to implement both interfaces simultaneously.

* We can’t write any class which implements both interfaces simultaneously.

|  |
| --- |
| Ex:  interface Left {  void m1();  }        interface Right{  int m1( );  } |

* Q: Is it possible that a class can implement any number of interfaces simultaneously.? Yes
* Except if two interfaces contain a method with the same signature but different return types.
* variable naming conflicts:
* Two interfaces can contain a variable with the same name and there may be a chance of variable naming conflicts using interface name.

|  |
| --- |
| Ex:  → interface Left {  int x=888;  }  → interface Right {  int x=999;  }  class Test implements Left, Right {  public static void main (String args[]){  {  sop(x); // CE  sop(left.x);  // 888  sop(right.x); //999  }  } |

* Adapter classes
* Adapter class is a simple java class that implements an interface only with empty implementation (dummy implementation)

|  |
| --- |
| interface MyInterface{  m1();  m2();  m3();  ---  ---  m1000();  } |

* abstract class AdaptorClass implements MyInterface{

m1(){

}

m2(){

}

m3(){}

----

----

m1000(){

}

}

Class MyClass extends AdaptorClass {

m1(){

sop(“Hiii”);

}

m2(){

sop(“Hiii”);

}

}

* If we implement an interface directly, we should provide implementation for each and every method of that interface whether it is required or not.

class Test implements MyInterface{

m1(){---}

m2(){---}

m3(){---}

-----

-----

m1000(){---}

}

* The problem of this approach is that it increases the length of the code and reduces readability.
* To overcome this problem, we should go for an adapter class.
* Instead of implementing interfaces directly, if we extend the adapter class then we have to provide implementation only for required methods and it is not required to provide implementation for every method of that interface.

class Test extends AdaptorClass{

m3(){---}

}

class Example extends AdaptorClass{

m5(){---}

}

class Demo extends AdaptorClass{

m1000(){---}

}

* Hence the main advantage of adapter class is, it reduces the length of the code and improves readability.
* Note:
* We can develop a servlet by implementing Servlet interface directly by extending.
  + Ex: GenericServlet
* If we implement Servlet interface directly, we should provide implementation for each and every method of Servlet interface.
* Instead of implementing Servlet interface directly, if we extend Genericservlet we have to provide implementation only for service () method and it is not required to provide implementation for all methods of the Servlet interface.
* Hence more or less GenericServlet acts as an adapter class for Servlet interface.
  + MyServlet →  implements Servlet (I) → extends Genericservlet  (AC)
* marker interface
* Marker interface in Java is an interface with no field or methods or in simple words an empty interface in java is called marker interface.
* Examples of market interface are Serializable, Cloneable and Remote interface.
* These are used to indicate something to the compiler or JVM.
* By implementing a Serializable interface our objects are able to save to the file and can travel across the network.
* By implementing a Cloneable interface our objects are in a position to produce exactly duplicate objects.
* Q: Without having any methods in the marker interface how will the objects get some ability ?
* Ans : → Internally JVM is responsible to provide that ability.
* Q: Why is JVM providing required ability in marker interface?
* Ans :  →  To reduce complexity of the programming.
* Q : Is it possible to define our own marker interface?
* Ans : → Yes But customization of JVM is required.
* Note :-
* If an interface doesn’t contain any methods and required ability provided by JVM such types of interfaces are called marker interfaces.
* marker interface doesn’t contain methods because the programmer is not responsible to provide ability and JVM is responsible for that.
* If an interface contains methods and programmers provide ability by implementing those methods, such types of interfaces are normal interfaces.
* Interfaces vs abstract vs concrete class:
* If we never talk about implementation and we have just requirement specifications then we should go for interfaces.
  + Ex: Servlet
* If we are talking about implementation but not completely (partial implementation)then we should go for abstract class
  + Ex: GenericServlet, HttpServlet

* If we are talking about implementation completely and ready to provide service then we should go for concrete class
  + Ex: MyownServlet
  + Servlet (I)  →  GenericServlet (AC)  or HttpServlet(AC) → MyOwnServlet(CC)
  + plan → partially implemented building → Fully completed building
* Differences between interfaces and abstract class

|  |  |
| --- | --- |
| interface | abstract |
| If we don’t know anything about implementation and just have requirement specifications then we should go for interfaces. | If we are talking about implementation but not completely (partially implementation ) then we should go for abstract class. |
| Every interface method is always public and abstract whether we are declaring or not. | abstract class methods need not be public and abstract. We can take concrete methods also inside abstract class. |
| We can’t declare interface methods with the following modifiers.   private, protected, final, native, strictfp, synchronized. | There are no restrictions on abstract class method modifiers. |
| Every variable inside the interface is always public, static and final whether we declare it or not. | abstract class variables need not be public, static, final. |
| We can’t declare interface variables with the following modifiers  private, protected, transient and volatile | There are no restrictions on abstract class variable modifiers. |
| For interface variables compulsory we should perform initialization at the time of declaration only otherwise we will get compile time errors. | For abstract class variables  it is not required to perform initialization at the time of declaration. |
| Inside the interface we can’t declare instance and static blocks. | Inside abstract class can declare instance and static blocks. |
| Inside the interface we can’t declare constructors. | inside abstract we can declare constructors |

\*\*\*\*End of Declarations Access Modifiers. \*\*\*\*

OOPs Concepts

|  |
| --- |
| Encapsulation and Abstraction → Security  Polymorphism                              → flexibility  Inheritance                                    → reusability |

* Encapsulation
* Definition Encapsulation:
* Binding the data and corresponding methods into a single unit is called encapsulation.
* If any component follows data hiding and abstraction, that component is said to be encapsulated.

|  |
| --- |
| Ex:  class Student {       Data + methods.   } |

   Encapsulation = Data hiding and Abstraction

* The main advantage of Encapsulation is:
  + We can achieve security.
  + Enhancements will be easy.
  + It improves maintainability.
* Data Hiding
* Our internal data should not go out directly i.e.
* Outside people cannot access our internal data directly, this oop concept is nothing but Data Hiding.
* We can implement data hiding by declaring data members (variables methods) with private modifiers.
* The main advantage of Data hiding is security.
* Recommended modifier for data members (Variables and methods) is private.
* Abstraction:
* Hiding internal implementation and just highlighting the set of services that we are offering is the concept of abstraction.
* By using interfaces and abstract classes, we can implement abstraction.

|  |
| --- |
| Interface example :  MyInterface.java  interface MyInterface  {     void addition();     void Subtraction();  } |

|  |
| --- |
| DemoInterface.java  public class DemoInterface implements MyInterface {  private int j = 9;  private void method3(){  System.out.println(“Implementation of Method 3”);  }  public void addition () {  //implementation  }  public void subtraction () {  //implementation  }  public void method1() {  System.out.println("implementation of method1");  }  public void method2() {  System.out.println("implementation of method2");  }  public static void main(String arg[]) {  MyInterface obj = new DemoInterface();  obj.method1();  }  } |

* The main advantage of Abstraction
* We can achieve security, because we are not highlighting our internal implementation.
* With affecting outside people, we can't perform any type of classes in our internal design, hence enhancement will become very easy.
* It improves the maintainability of the program.
* Inheritance
* IS-A relationship:
* It is also known as inheritance.
* By using extends keywords, we can implement inheritance.
* The main advantage of inheritance is code reusability.

Without inheritance:

|  |
| --- |
| class  PLoan{     300 methods  }  900 methods  class  VLoan{     300 methods  }  class  HLoan{     300 methods  } |

With inheritance

|  |
| --- |
| class Loan{    250 common methods;  } 400 methods  class  PLoan extends Loan{    50 specific methods.  }  class  VLoan extends Loan{    50 specific methods  }  class  HLoan extends Loan{   50 specific methods  } |

* Note for Inheritance
* The most common methods which are applicable for any child class are required to be defined in parent class.
* The most specific methods for a particular child class we have to define in child class.
* Conclusion
* Whatever method Parent has by default available to the child class.
* Hence by using child object reference we can call both parent and child class methods.

|  |
| --- |
| Child c= new Child (); |

* Whatever methods child has by default not available to the parent
* Hence by parent object reference we cannot call child specific methods.

|  |
| --- |
| Parent p = new Parent (); |

* A parent reference can be used to hold a child object but by using that reference We cannot call child specific methods and we can call only parent class methods.

|  |
| --- |
| Parent p1= new Child (); |

* We cannot use child references to hold parent objects.

|  |
| --- |
| Child c1 = new Parent (); |

* Total Java API is implemented based on inheritance only.

Object → String, StringBuffer

Number → Integer, Byte, Long

    Xyz.java

* Note: Object class contains the most common methods which are applicable for any java class, hence the Object class acts as root so that its methods by default are available to every java class.
* Multiple Inheritance:
* A java class can’t extend more than one class simultaneously.
* Hence, Java won’t provide support for multiple inheritance in classes.

|  |
| --- |
| Ex:  class A {  }  class  B{  }  class C extends A, B  {  } |

* Note: If our class won’t extend any other class then our class is a direct child class of objects.

|  |
| --- |
| class A { → A is a child of Object.  } |

* If our class extends another class then our class is an indirect child class of objects.

|  |
| --- |
| class B extends A{  }  Class C extends B{     C c = new C();  }  Class D extends A{  } |

* Hence either directly or indirectly java won’t provide support for multiple inheritance in classes.
* Why Java doesn't provide support for multiple inheritance in classes: (-)
  + P1→ m1() P2→ m1()
  + |
  + c.m1(); → ambiguity problem
* There may be a chance of ambiguity problems.
* But interfaces can extend more than one at a time hence java provides support for multiple inheritance in interfaces.

|  |
| --- |
| interface A {  }  interface B {  }  interface C extends A, B {  }  interface A {    public void m1();    public void m2();  }  class D implements C {  } |

* Why ambiguity problem won’t be rise in interface:

Even though multiple method declarations are available but implementation is unique hence there is no ambiguity problem in interfaces.

|  |
| --- |
| PI1→ m1() PI2 → m1()  |  CI → m1 () // Unique implementation |

* Note:
* But strictly speaking we cannot consider the above as inheritance.
* In general inheritance concept is applicable for classes but not interfaces
  + (because in the case interface won’t get any code reusability)
* Cyclic inheritance
* Cyclic inheritance is not allowed in java.

|  |
| --- |
| Ex:- class A extends A  {  }  CE: Cyclic inheritance involving A .  Ex:  class A extends B  {  }  class B extends A{  } |

* Has-A relation:
* It is also known as composition or aggregation.
* There is no specific keyword to implement HAS -A relation but mostly we can use new keywords.
* The main advantage of HAS -A relationship is reusability of the code.

|  |
| --- |
| Ex :  class Car {     Engine e= new Engine();     e.m1();  }  public class Engine {    Engine functionalities ;     Void m1();  }  class Car has-A engine reference. |

* Method signature:
* It consists of method names and arguments types.

|  |
| --- |
| public void addition (float number1, float number2)  |  addition (10.5 , 60.5 ) |

* In java return type is not part of method signature, the compiler will use method signature while resolving method calls.

|  |
| --- |
| class Test  m1(){}  m1(int, float){}  m2(int){}  m1(int, float, boolean){}  Test t = new Test();  t.m1();  t.m1(10, 10.5f);  t.m2(10);  t.m1(10);  t.m1(10, 5.5f, false);  CE:  cannot find symbol  Symbol : method m1(int)  Location : class Test |

* Within a class two methods with the same signature are not allowed otherwise we will get compile time errors.

|  |
| --- |
| class Test {  public void m1(int i){ }  public void m1(){  return  10;  } |

Overloading:

* Two methods are said to be overloaded if and only if both have the same name but different argument types.

|  |
| --- |
| addition(int i)  addition(float  f) → overloading methods.  addition(String s);  addition(double s); |

* In ‘C’ we can’t take two methods with the same name but different arguments.
* If there is a change in argument type, we should go for a new method name.

|  |
| --- |
| Ex:  addition(int)        laddition(long)        faddition(float) |

* The lack of overloading in the C language increases the complexity of programming, but in java we can declare multiple methods with the same name but different argument types.

|  |
| --- |
| Ex:-  abs(int)  abs(long)  abs(float) |

* These methods are overloaded methods.
* Hence having overloading concepts in java reduces complexity of programming.
* In overloading methods resolution always takes care by compiler based on type.
* Hence overloading is also considered as compile time polymorphism or static polymorphism or early binding.
* Case 1:
* While resolving overloading methods if an exact matched method is not available then we won’t get compile time errors immediately.
* First compiler promotes the argument to the next level and checks whether a matched method is available or not.
* If the matched method is available, then it will be considered, otherwise the compiler promotes the argument once again to the next level.
* This process will be continued until all possible promotions, still if the matched method is not available then we will get a compile time error.
* This is called automatic promotion in overloading.
* The following are various possible automatic promotions in overloading.
  + byte → short → int → long → float → double
  + char→ int
* In overloading method resolution, the exact match will get high priority.
* In overloading method resolution, the child argument will get more priority than the parent argument.
* Note:
* In general, var -arg method will get lowest priority, i.e no other method matched, then only var -arg method will get the chance.
* This is exactly the same as the default case in switch.
* In overloading method resolution always takes care by compiler based on reference type (but not based on runtime object)
* The parent class method which is overridden is called overridden method child class method which is overriding is called overriding method.
* The overriding method resolution always takes care of JVM based on runtime objects.
* Hence overriding is also considered as runtime polymorphism or dynamic polymorphism or late binding.
* Rules for overriding:
* In overriding method names and argument types must be matched
* i.e. method signatures must be the same.
* In overriding the return type must be the same but this rule is applicable until 1.4 version.
* From 1.5 version onwards covariant return types are allowed.
* The child class method return type need not be the same as parent class method return type when it would be a wrapper object type, its child types are also allowed.

|  |
| --- |
| Parent class method return type → Object  Child class method return type → Object / String /StringBuffer.  Number→ Number/ Byte/ Short.  String → Object (no)  double → int (no) |

* covariant return type concepts applicable only for object types but not for primitives.
* Parent class private methods are not applicable to the child classes, hence overriding concepts is not applicable for private methods.
* Based on our requirement we can define exactly the same private method in children, it is valid but not overriding.
* We can’t override the final methods.
* We can override the Parent class abstract method in child class to provide implementation.
* We can override a non-abstract method (Concrete method) as abstract.
* The main advantage of this approach is we can stop the availability of parent method implementation to the next level child classes.
  + Primitives:
    - byte, short, int, long, float, double, char and boolean.
  + Wrapper:
    - Byte, Short, Integer, Long, Float,Double, Character, Boolean.
  + Objects:
    - String, StringBuffer, Object, Integer, Float…. Ect… XYZ, ABC
* The following modifier won’t keep any restrictions in

overriding: Synchronized, native, strictfp.

* While overriding we can’t reduce the scope of the access modifier but we can increase the scope.
* Public → protected → default → → private
* For private overriding, the concept is not applicable.
* If the child class method throws any checked exception, the compulsory parent class method should throw the same checked exception or its parent, but there are no restrictions for unchecked exceptions.
* overriding with respect to static methods
* i) we can’t override a static method as non-static, otherwise we will get a compile time error.
* ii) Similarly, we can’t override a non-static method as static.

|  |
| --- |
| class P{  public static void m1(){}  }  class C extends P{  public  static  void m1() {}  }  } |

* It is method hiding but not overriding:
* It seems the overriding concept is applicable for static methods but it is not overriding, it is method hiding.
* Method hiding:
* It is exactly the same as overriding except for the following differences.
* Method hiding:
* Both parent and child class methods should be static.
* In method hiding method resolution is always takes care by compiler based on ref|| type.
* It is compiling time polymorphism or static polymorphism or early binding.
* Overriding:
* Both parent and child classes methods should be nonstatic.
* Method resolution always takes care of JVM, based on Runtime objects.
* It is runtime polymorphism or dynamic polymorphism or late binding.
* overriding with respect to var arg method:
* we can override a var arg method with another var -arg method only,
* If we are trying to override with a normal method then it will become overloading but not overriding.
  + If the child class method is also var arg then it will become overriding.
  + Overriding concept is not applicable for variables and it is applicable only for methods, variable resolution always takes care by compiler based on reference type.
  + This rule is the same whether the variable is static or non-static.

Note:

* In overloading we have to check only method names (must be same) and argument types (must be diff).
* The remaining things like the return type we are not required to check.
* But overriding we have to check everything like method names, argument type etc.
* Polymorphism:
* Same name but multiple forms is the concept of polymorphism.

|  |
| --- |
| Ex:  abs(int i)  abs(long l)  abs(double d) |

* We can use parent reference to hold any child class of object.

|  |
| --- |
| List l = new ArrayList();  new LinkedList();  new vector();  new Stack(); |

* Polymorphism → static /compile time / early binding → overloading & method hiding.
* Inheritance → Dynamic / runtime / late binding. → overriding

\*\*\*\*End Of Oops\*\*\*\*

Control Statements or Logical Statements

* **In** [**Java**](https://www.edureka.co/blog/java-tutorial/) **Control Statements is one of the fundamentals required for Java Programming.**
* **It allows the smooth flow of a program.**
* **Following pointers will be covered in this article:**
* **Decision Making Statements**
* **Simple if statement**
* **if-else statement**
* **Nested if statement**
* **Switch statement**
* **Looping statements**
* **While**
* **Do-while**
* **For**
* **For-Each**
* **Branching statements**
* **Break**
* **Continue**
* **Every programmer is familiar with the term statement, which can simply be defined as an instruction given to the computer to perform specific operations.**
* **A control statement in java is a statement that determines whether the other statements will be executed or not.**
* **It controls the flow of a program.**
* **An ‘if’ statement in java determines the sequence of execution between a set of two statements.**
* **Control Statements can be divided into three categories, namely**
* **Selection statements**
* **Iteration statements**
* **Jump statements**
* **Moving on with this article on Control Statements in Java**

|  |
| --- |
| **Control Statements in Java** |

* **Decision-Making Statements**
* **Statements that determine which statement to execute and when are known as decision-making statements.**
* **The flow of the execution of the program is controlled by the control flow statement.**
* **There are four decision-making statements available in java.**
* **Moving on with this article on Control Statements in Java**
* **Simple if statement**
* **The if statement determines whether a code should be executed based on the specified condition.**
* **Syntax:**

|  |
| --- |
| **if (condition) {**  **Statement 1; //executed if condition is true**  **}**    **Statement 2; //executed irrespective of the condition** |

* **If. Else statement**
* **In this statement, if the condition specified is true, the if block is executed.**
* **Otherwise, the else block is executed.**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **int** a = 15;  **if** (a > 20)  System.***out***.println("a is greater than 10");  **else**  System.***out***.println("a is less than 10");  System.***out***.println("Hello World!");  }  } |

* **Nested if statement**
* **An if present inside an if block is known as a nested if block.**
* **It is similar to an if..else statement, except they are defined inside another if..else statement.**

|  |
| --- |
| **if (condition1) {**  **Statement 1; //executed if first condition is true**  **if (condition2) {**  **Statement 2; //executed if second condition is true**  **}**  **else {**  **Statement 3; //executed if second condition is false**  **}**  **}** |

**Example:**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **int** s = 18;  **if** (s > 10) {  **if** (s % 2 == 0)  System.***out***.println("s is an even number and greater than 10!");  **else**  System.***out***.println("s is a odd number and greater than 10!");  } **else** {  System.***out***.println("s is less than 10");  }  System.***out***.println("Hello World!");  }  } |

* **Switch statement**
* **A switch statement in java is used to execute a single statement from multiple conditions.**
* **The switch statement can be used with short, byte, int, long, enum types, etc.**
* **Certain points must be noted while using the switch statement:**
* **One or N number of case values can be specified for a switch expression.**
* **Case values that are duplicate are not permissible.**
* **A compile-time error is generated by the compiler if unique values are not used.**
* **The case value must be literal or constant.**
* **Variables are not permissible.**
* **Usage of break statement is made to terminate the statement sequence. It is optional to use this statement. If this statement is not specified, the next case is executed.**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String[] args) {  **int** instrument = 4;  String musicInstrument;  // switch statement with int data type  **switch** (instrument) {  **case** 1:  musicInstrument = "Guitar";  **break**;  **case** 2:  musicInstrument = "Piano";  **break**;  **case** 3:  musicInstrument = "Drums";  **break**;  **case** 4:  musicInstrument = "Flute";  **break**;  **case** 5:  musicInstrument = "Ukulele";  **break**;  **case** 6:  musicInstrument = "Violin";  **break**;  **case** 7:  musicInstrument = "Trumpet";  **break**;  **default**:  musicInstrument = "Invalid";  **break**;  }  System.***out***.println(musicInstrument);  }  } |

* **Looping Statements**
* **Statements that execute a block of code repeatedly until a specified condition is met are known as looping statements. Java provides the user with three types of loops:**
* **While**
* **Known as the most common loop, the while loop evaluates a certain condition.**
* **If the condition is true, the code is executed.**
* **This process is continued until the specified condition turns out to be false.**
* **The condition to be specified in the while loop must be a Boolean expression.**
* **An error will be generated if the type used is int or a string.**

**Syntax**

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | |  | **while (condition)**  **{**  **statementOne;**  **}** | |

**Example:**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **int** i = 5;  **while** (i <= 15) {  System.***out***.println(i);  i = i + 2;  }  }  } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | * **Do..while** * **The do-while loop is similar to the while loop, the only difference being that the condition in the do-while loop is evaluated after the execution of the loop body.** * **This guarantees that the loop is executed at least once.**   **Syntax:**   |  |  |  | | --- | --- | --- | |  | |  | | --- | | **do{**  **//code to be executed**  **}while(condition);** | | |
|  | **Example :**   |  | | --- | | **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **int** i = 20;  **do** {  System.***out***.println(i);  i = i + 1;  } **while** (i <= 20);  }  } | |

* **For-Each**
* **The traversal of elements in an array can be done by the for-each loop.**
* **The elements present in the array are returned one by one.**
* **It must be noted that the user does not have to increment the value in the for-each loop.**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **int** s[] = { 18, 25, 28, 29, 30 };  **for** (**int** i : s) {  System.***out***.println(i);  }  }  } |

* **For**
* **The for loop in java is used to iterate and evaluate a code multiple time.**
* **When the number of iterations is known by the user, it is recommended to use the for loop.**

|  |  |  |
| --- | --- | --- |
| **Syntax**   |  |  | | --- | --- | |  | **for (initialization; condition; increment/decrement)**  **{**  **statement;**  **}** | |

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **for** (**int** i = 1; i <= 10; i++)  System.***out***.println(i);  }  } |

* **Branching Statements**
* **Branching statements in java are used to jump from a statement to another statement, thereby transferring the flow of execution.**
* **Moving on with this article on Control Statements in Java**
* **Break**
* **The break statement in java is used to terminate a loop and break the current flow of the program.**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **for** (**int** i = 5; i < 10; i++) {  **if** (i == 8)  **break**;  System.***out***.println(i);  }  }  } |

* **Continue**
* **To jump to the next iteration of the loop, we make use of the continue statement.**
* **This statement continues the current flow of the program and skips a part of the code at the specified condition.**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **for** (**int** k = 5; k < 15; k++) {  // Odd numbers are skipped  **if** (k % 2 != 0)  **continue**;  // Even numbers are printed  System.***out***.print(k + " ");  }  }  } |

**\*\*\*\*End Of Control Statements\*\*\*\***

**Exception Handling**

* **Introduction**
* **An unwanted event that disturbs the normal flow of the program is called Exception.**
* **It is highly recommended to handle exceptions and the main objective of exception handling is graceful termination of a program.**
* **Run Time Stack Mechanism**
* **For every thread JVM will create a stack and every method call performed by that thread will be stored in the corresponding stack.**
* **Each entry in the stack is called stack frame or activation frame.**
* **After every method call, the corresponding entry from the stack will be removed.**
* **After completing all the method calls, the stack will become empty and it will be destroyed by JVM just before terminating the thread.**
* **Default Exception Handling in JAVA:**
* **Inside a method if an exception occurs, the method in which it is raised is responsible to create Exceptional objects by including the following information.**
* **Name of exception**
* **Description of exception**
* **Location at which an exception occurs.**
  + **After creating an exception object, method handovers that object to the JVM.**
  + **JVM will check whether the method contains any exception handling code or not.**
  + **If the method does not contain exception handling code, the JVM terminates that method abnormally and removes corresponding entry from the stack.**
  + **JVM identifies caller method and checks whether caller method has any handling code or not.**
  + **If the caller method does not contain handling code, JVM terminates that caller method abnormally and removes corresponding entry from stack.**
  + **This process continues till the main method. If the main method also does not contain handling code, terminates the main method abnormally and removes the corresponding entry from the stack.**
  + **Then, JVM handovers responsibility of exception information in the following format and the program is terminated abnormally.**
* **“Exception in Thread Main “XXX” : Name of Exception : Description Stack Trace “.**

|  |
| --- |
| **Ex:**  **public class TestExcep3 {**  **public static void main(String args[]) {**  **}**  **public static void dostuff() {**  **domoreStuff();**  **}**  **public static void domoreStuff() {**  **System.out.println(10 / 0);**  **}**  **}**  **O/P :  Exception in Thread “Main” java.lang.Arithmeticexception :/by Zero**   * **Note:** * **In a program if all methods terminate normally then only program termination is normal.** * **If one method terminates abnormally, the program termination is abnormal termination.** |

* **Exception Hierarchy:**
* **The Throwable class acts as the root class for Java Exception Hierarchy.**
* **Throwable class defines two child classes.**

|  |
| --- |
| 1. **Exception** 2. **Error** |

* **Exception:**
* **Most of the times Exceptions are caused by our program and these are recoverable.**

|  |
| --- |
| **Ex . FileNotFoundException , ArithmeticException** |

* **Error:**
* **Most of the time errors are caused due to lack of system resources.**

|  |
| --- |
| **Ex : OutOfMemoryError.** |

* **Checked and Unchecked Exceptions**
* **Checked Exception:**
* **The Exceptions which are checked by the compiler at runtime for smooth execution of the program are called checked exceptions.**

|  |
| --- |
| **Ex:**  **FileNotFoundException**  **IOException** |

* **In our program if there is a chance of raising a checked exception, then we should handle that checked exception (either by try catch or throw keyword) otherwise we will get a compile time error.**
* **Unchecked Exception:**
* **The Exceptions which are not checked by the compiler whether the program is handling them or not are called unchecked exceptions.**

|  |
| --- |
| **Eg :**  **ArithmeticException**  **NullPointerException** |

* **Note:**
* **Whether it is checked or unchecked every exception occurs at runtime only.**
* **There is no chance of occurring any exception at compile time.**
* **RuntimeException and its child classes, Error and its child classes are unchecked exceptions. Remaining all are checked exceptions**
* **Fully Checked Vs Partially Checked Exceptions:**
* **A checked exception is said to be fully checked if all its child classes are also checked.**

|  |
| --- |
| **Ex :**  **IOException.**  **InterruptedException.** |

* **A checked exception is said to be partially checked if some of its child classes are unchecked.**

|  |
| --- |
| **Ex:**  **Exception**  **Throwable.** |

* **Note:**
* **The only possible partially checked exceptions in JAVA are Exception,Throwable.**

**Ex :**

* **IOException : Checked - Fully**
* **RuntimeException : Unchecked**
* **InterruptedException : Checked - Fully**
* **Error: Unchecked**
* **Throwable: Checked: Partially**
* **ArithmeticException: Unchecked**
* **NullPointerException: Unchecked**
* **Exception: Checked : Partially**
* **FileNotFoundException : Checked : Fully**
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* **Customized Exception Handling by Using Try- Catch :**
* **It is highly recommended to handle exceptions.**
* **The code which raises an exception is called risky code and we have to define that code inside the try block and corresponding handling code should be defined in the catch block.**

|  |
| --- |
| **try{**  **risky code;**  **}**  **catch (Exception e)**  **{**  **handling code;**  **}** |

* **Control Flow in try-catch:**

|  |
| --- |
| **try**  **{**  **Stmt 1;**  **Stmt 2;**  **Stmt 3;**  **}**  **catch (Exception e)**  **{**  **Stmt 4;**  **}**  **Stmt 5;** |

* **Case 1:**
* **If there is no exception, catch block will not be executed hence stmts 1,2,3,5 will be executed and will be a normal termination.**
* **Case 2:**
* **If there is an exception at stmt 2, and corresponding catch block matches, then flow is as follows, 1,4,5 and is normal termination.**
* **Case 3:**
* **If an exception is raised at statement 2 and the corresponding catch block is not matched, the flow is as stmt 1, abnormal termination.**
* **Case 4:**
* **If an exception is raised at stmt 4 (in catch block) or stmt 5, then it is always abnormal termination.**
* **Note:**
* **Within the try block, if anywhere an exception is raised, then the rest of the try block will not be executed, even though we handled that exception.**
* **Hence, within the try block only have to take only risky code and the length of the try block should be as less as possible.**
* **In addition to try blocks, there may be a chance of raising an exception inside catch and finally blocks.**
* **If any statement which is not part of the try block and raises an exception, then it's always abnormal termination.**
* **Methods to print exception information**

**The Throwable class defines the following methods to print exception information.**

* **Method:  printStackTrace()**
* **Printable Format: Name of Exception: Description: StackTrace**
* **Method: toString()**
* **Printable Format: Name of Eception : Description**
* **Method: getMessage()**
* **Printable Format: Description**

|  |
| --- |
| **Example:**  **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **try** {  System.***out***.println(10 / 0);  } **catch** (ArithmeticException e) {  e.printStackTrace();  System.***out***.println(e);  System.***out***.println(e.toString());  System.***out***.println(e.getMessage());  }  }  } |

* **NOTE:**
* **Internally default exception handlers will use the printStackTrace() method to print exception information to the console.**
* **try with multiple catch blocks**
* **The way of handling an exception varies from exception to exception, hence, for every exception type, it is highly recommended to take separate catch blocks.**
* **i.e, try with multiple catch blocks is always possible and recommended to use.**

|  |
| --- |
| **EX:1**  **try**  **{**  **Risky code**  **} BAD PROGRAMMING PRACTICE**  **catch (Exception E)**  **{**  **Handle exception**  **}** |

|  |
| --- |
| **EX:2**  **try**  **{**  **Risky code**  **St1**  **St2**  **St3**  **}**  **catch (ArithmeticException e)**  **{**  **Handling code**  **}**  **catch (SQLException e)**  **{**  **Handling code**  **}**  **catch (FileNotFoundException e)**  **{**  **//Use a local file instead of a remote file.**  **}** |

* **Note:**
* **If trying with multiple catch blocks is used, then order of catch blocks is very important.**
* **We have to take the child first and then the parent otherwise we will get a compile time error.**
* **“Unreachable catch block for NullPointerException. It is already handled by the catch block for Exception”.**

|  |
| --- |
| **EX:1**  **try**  **{**  **S.O.P(10/0);**  **}**  **catch (Exception e)**  **{ }**  **catch(ArithmeticException e)**  **{ }**  **o/p :**  **CTE : Exception /0 has already been caught** |

* **Note:**
* **We cannot declare two catch blocks for the same exception, otherwise we will get a compile time error.**

|  |
| --- |
| **try**  **{**  **Risky code**  **}**  **catch(Exception e)**  **{**  **Handling code**  **}**  **catch(Exception e)**  **{**  **Handling code**  **}**  **CTE: Exception: java.lang.ArithmeticException has already been caught** |

* **Finally Block:**
* **It is not recommended to maintain clean up code in try catch blocks.**
* **We require some place to maintain cleanup code which should be executed always irrespective of whether an exception is raised or not, raised and handled, or not handled.**
* **For this purpose, finally a block is used.**
* **Hence the main objective of finally block is to maintain clean up code.**

|  |
| --- |
| **try**  **{**  **try**  **{**  **} Catch**  **{**    **}**  **}**  **Catch**  **{**  **}**  **finally**  **{**  **Clean up code }** |

* Example 1:

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **try** {  System.***out***.println(10 / 0);  } **catch** (Exception e) {  System.***out***.println("catch");  } **finally** {  System.***out***.println("finally");  }  }  } |

* Example 2:

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **try** {  System.***out***.println("try");  System.***out***.println(10 / 0);  } **catch** (Exception e) {  System.***out***.println("catch");  } **finally** {  System.***out***.println("finally");  }  }  } |

* Example 3:

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **try** {  System.***out***.println("try");  System.***out***.println(10 / 0);  } **catch** (NullPointerException e) {  System.***out***.println("catch");  } **finally** {  System.***out***.println("finally");  }  }  } |

* **finally, vs return:**
  + **Even Though return statement is present inside try or catch, first finally block will be executed and after that only return statement will be considered.**
    - **ie. finally block dominates the return statement.**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **try** {  System.***out***.println("try");  **return**;  } **catch** (NullPointerException e) {  System.***out***.println("catch");  **return**;  } **finally** {  System.***out***.println("finally");  }  }  } |

* **Note:**
  + **If return is present inside the “try catch finally” block return statement will be considered.**

|  |  |
| --- | --- |
| |  | | --- | | **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  System.***out***.println(*m1*());  }  **static** **public** **int** m1() {  **try** {  **return** 777;  } **catch** (NullPointerException e) {  System.***out***.println("catch");  **return** 888;  } **finally** {  **return** 999;  }  }  } | |

* **Finally vs system.exit(0) :**
* **There is one situation where finally block will not be executed ie whenever we are using System.exit(0) ;**
* **Then JVM itself will shutdown in this particular case and finally the block will not be executed.**
  + **Ie. system.exit(0) dominates the finally block.**

|  |
| --- |
| **package** com.test;  **public** **class** Main {  **public** **static** **void** main(String args[]) {  **try** {  System.***out***.println("try");  System.*exit*(0);  } **catch** (ArithmeticException e) {  System.***out***.println("catch");  **return**;  } **finally** {  System.***out***.println("finally");  }  }  } |

* **System.exit(0):**
* **Any int value is allowed.**
* **0(zero) means normal termination.Non zero means abnormal termination.**
* **Argument represents status code and it is internally used by JVM.**
* **Whether the argument is zero or nonzero, the result is the same with respect to program/programmer.**
* **Final vs finally vs finalize**
* **final:**
* **final is the modifier applicable for classes, methods and variables.**
* **If a class is declared as final we cannot extend that class.**
* **If a method is final then, we cannot override that method.**
* **If a variable is declared as final, we cannot perform reassignment to it.**
* **finally:**
* **finally, is a block always associated with try-catch to maintain clean up code.**
* **The speciality of finally block will be executed always irrespective of whether an exception is raised or not raised and whether handled or not handled.**
* **finalize ():**
* **finalize is a method always executed by a garbage collector just before destroying an object to perform cleanup activities.**
* **once the finalize () method completes its execution immediately the garbage collector destroys that object.**
* Note:
* **finally, block is responsible to perform cleanup activities related to try block i.e whatever resources we opened as part of try block will be closed inside finally block.**
* **Whereas the finalize method is responsible to perform cleanup activities related to the object i.e whatever resources associated with the object deallocated before destroying an object by using the finalize method.**
* **Possible combinations of try-catch-finally:**

|  |
| --- |
| * **Case 1 :**   **try**  **{**  **}**  **catch (E e){**  **}**  **//Valid** |

|  |
| --- |
| * **Case 2:**   **try**  **{**  **}**  **catch(X e){**  **}**  **catch (Y e)**  **{**  **}**  **//Valid** |

|  |  |  |
| --- | --- | --- |
| |  | | --- | | * **Case 3:**   **try**  **{  }**  **catch(ClassNotFoundException e)**  **{  }**  **catch (ClassNotFoundException e)**  **{   }**  **Compile time Error :**  **Unreachable catch block for ClassNotFoundException.**  **It is already handled by the catch block for ClassNotFoundException**  **//invalid** |      |  | | --- | | * **Case 4:**   **try**  **{  }**  **finally**  **{  }**  **//Valid** | |
| |  | | --- | | * **Case 5:**   **try**  **{**  **}**  **catch(X e)**  **{**  **}**  **try**  **{**  **}**  **//invalid** | |
| |  | | --- | | * **Case 6:**   **try**  **{**  **BlockStatements**  **}**  **//invalid**  **//Compile time Error: Syntax error, insert "Finally" to complete** | |
| |  | | --- | | * **Case 7:**   **catch (E e)**  **{**  **}**  **//Compile time Error:**  **//CE: Syntax error, insert "Statement" to complete //BlockStatements** |      |  | | --- | | * **Case 8:**   **finally**  **{**  **}**  **//Compile time Error: Syntax error on token "finally", this expected** | |
| |  | | --- | | * **Case 9:**   **try**  **{**  **}**  **finally**  **{**  **}**  **catch(E e)**  **{**  **}**  **//Compile time Error : catch without try block** |  |  | | --- | | * **Case 10:**   **try**  **{**  **}**  **System.out.println("Hello");**  **catch(E e)**  **{**  **}**  **//Compile time Error : try without catch or finally** |  |  | | --- | | * **Case 11:**   **try**  **{**  **}**  **catch(X e)**  **{**  **}**  **System.out.println("Hello");**  **Catch(Y e)**  **{**  **}**  **// Compile time Error : catch without try.** | |
| |  | | --- | | * **Case 12:**   **try**  **{**  **}**  **Catch(X e)**  **{**  **}**  **System.out.println(“Hello”);**  **finally**  **{ }**  **//Compile time Error : finally without try** | |

|  |
| --- |
| * **Case 13:**   **try**  **{**  **try**  **{**  **} catch(E e)**  **{**  **}**  **}**  **catch(E e)**  **{**  **}**  **//Valid** |

|  |
| --- |
| * **Case 14:**   **try**  **{**  **try**  **{**  **}**  **}**  **catch(E e)**  **{**  **}**  **//Compile time Error : try without catch for child** |

|  |  |
| --- | --- |
| |  | | --- | | * **Case 15:**   **try**  **{**  **try**  **{  }**  **finally**  **{   }**  **}**  **catch(E e)**  **{**  **}**  **//Valid** | |
| |  | | --- | | * **Case 16:**   **try**  **{**  **}**  **catch(E e)**  **{**  **try**  **{ }**  **finally**  **{ }**  **}**  **// Valid** | |

|  |
| --- |
| * **Case 17:**   **try**  **{**  **}**  **catch(E e)**  **{**  **sop();**  **finally**  **{  }**  **}**  **//CE: finally without try** |

|  |
| --- |
| * **Case 18:**   **try**  **{**  **}**  **catch(E e)**  **{**  **}**  **finally**  **{**  **try**  **{ }**  **catch(Ex e)**  **{  }**  **}**  **//Valid** |

|  |
| --- |
| * **Case 19:**   **try**  **{**  **}**  **catch(E e)**  **{**  **}**  **finally**  **{**  **finally**  **{  }**  **}**  **//Compile time Error : finally without try** |

|  |
| --- |
| **Case 20: Invalid**  **try**  **{  }**  **catch(E e)**  **{  }**  **finally**  **{  }**  **finally**  **{ }** |

|  |
| --- |
| **Case 21:**  **try**  **System.out.println("try")**  **catch(E e)**  **{**  **System.out.println("Catch")**  **}**  **finally**  **{**  **}**  **//Invalid** |

|  |
| --- |
| * **Case 23 :**   **try**  **{**  **}**  **catch(E e)**  **System.out.println("Catch");**  **finally**  **{**  **}**  **//Invalid** |

|  |
| --- |
| **Case 23:**  **try**  **{**  **}**  **catch(E e)**  **{**  **}**  **finally**  **System.out.println("finally");**  **//Invalid** |

* **Note:**
* **In try-catch-finally order is important.**
* **Whenever we are writing try, we should have either catch or finally blocks otherwise we will get a compile time error.**
* **Whenever we are writing a catch block, compulsory try block must be required, catch without try is invalid.**
* **Whenever we are writing a finally block, we should write try block, otherwise we will get a compile time error.**
* **Inside try, catch, finally we can declare try-catch-finally blocks ie. nesting of try catches finally is allowed.**
* **For try -catch- finally blocks curly braces are mandatory.**
* **throw**
* **Sometimes we can create Exception objects explicitly and hand them over to JVM manually.**
* **For this we have to use the throw keyword.**
  + **throw new ArithmeticException(“\ by zero”);**
* **Hence, the main objective of the throw keyword is to handover our created exception object to the JVM manually.**

|  |
| --- |
| **Example:**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **System.out.println(10/0);**  **}**  **}**  **Output:**  **Exception in thread "main" java.lang.ArithmeticException: / by zero**  **at Test.main(Test.java:5)**  **Example:**  **public class Test**  **{**  **public static void main (String args[])**  **{**  **throw new ArithmeticException("/by Zero");**  **}**  **}**  **Output :**  **Exception in thread "main" java.lang.ArithmeticException: /by Zero**  **at Test.main(Test.java:5)**  **The result of the two programs is exactly the same.**  **Note :**  **Best use of the “throw” keyword is for *user defined exceptions or customized exceptions.*** |

|  |
| --- |
| **Case 1 :**  **public class Test**  **{**  **static ArithmeticException e= new ArithmeticException();**  **public static void main(String Args[])**  **{**  **throw e;   //**  **}**  **}**  **Output:**  **Exception in thread "main" java.lang.ArithmeticException**  **at Test(Test.java:3)**  **Note :**  **throw e if e refers null then we get NullPointerException.**  **public class Test**  **{**  **static ArithmeticException e;**  **public static void main(String Args[])**  **{**  **throw e;**  **}**  **}**  **Output:**  **Exception in thread "main" java.lang.NullPointerException at Test.main(Test.java:6)** |

|  |
| --- |
| **Case 2 :**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **System.out.println(10/0);**  **System.out.println("Hello");**  **}**  **}**  **Output:**  **Exception in thread "main" java.lang.ArithmeticException: / by zero at Test.main(Test.java:5)**  **Example :**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **throw new ArithmeticException("/by Zero");**  **System.out.println("Hello");**  **}**  **}**  **Compile time error:**  **Test.java:6: error: unreachable statement**  **System.out.println("Hello");**  **^**  **1 error**  **Note :**   * **After throw statement, we are not allowed to write any statement directly, otherwise we will get compile time error saying “unreachable statement”** |

|  |
| --- |
| **Case 3:**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **throw new Test();**  **}**  **}**  **Compile time error.**  **/tmp/java\_H1vHBx/Test.java:5: error: incompatible types: Test cannot be converted to Throwable**  **throw new Test();**  **^**  **1 error**  **Example :**  **public class Test extends RuntimeException**  **{**  **public static void main (String args[])**  **{**  **throw new Test ();**  **}**  **}**  **Output;**   * **Exception in thread "main" Test at Test.main(Test.java:5)**   **Note:**   * **We can use the “throw” keyword only for “Throwable” types.** * **If we are trying to use normal java objects, we will get a compile time error saying “incompatible types”.** |

* **throws:**
* **In our program if there is a chance of raising a checked exception then we should handle that checked exception otherwise we will get a compile time error saying “unhandled ExceptionXXX must be caught or declared to be thrown”.**

|  |
| --- |
| **Example:**  **import java.io.\*;**  **public class Test**  **{**  **public static void main(String args[]) throws Exception**  **{**  **PrintWriter pw = new PrintWriter("abc.txt");**  **pw.println("Hello");**  **}**  **}**  **Compile time error**  **/tmp/java\_hDoRg2/Test.java:6: error: unreported exception FileNotFoundException; must be caught or declared to be thrown**  **PrintWriter pw = new PrintWriter("abc.txt");**  **^**  **1 error** |

|  |
| --- |
| **Example 2 :**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **Thread.sleep(1000);**  **}**  **}**  **Compile time error**  **error: unhandled exception InterruptedException; must be caught or declared to be thrown**  **Thread.sleep(1000);**  **^**  **1 error**  **→ we can handle this compile time error by using the following two ways.**  **By not using try-catch blocks**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **try**  **{**  **Thread.sleep(100);**  **}**  **catch(InterruptedException e)**  **{**  **//System.out.println("using try-catch");**  **}**  **}**  **}**  **By using throws keyword**  **We can use throws to delegate responsibility of execution of exception handling to the caller(it may be another method or JVM) then the caller method is responsible to handle that exception.** |

|  |
| --- |
| **Example:**  **public class Test**  **{**  **public static void main(String args[]) throws InterruptedException**  **{**  **Thread.sleep(1);**  **}**  **}** |

* **Conclusions:**
* **We can use throws to delegate responsibility of exception handling to the caller.(it may be a method or JVM).**
* **It is required only for checked exceptions and usage of throws for unchecked exceptions has no impact.**
* **It is required only to convince the compiler and usage of throws does not prevent abnormal termination of program.**
* **Note:**
* **It is recommended to use try-catch instead of throwing a keyword.**
* **Case 1:**
* **We can use throws keywords for methods and constructors but not for classes.**

|  |
| --- |
| **public class Test**  **{**  **Test() throws Exception**  **{**  **}**  **public void m1() throws Exception**  **{**  **}**  **}** |

* **Case 2:**
  + **We can use throws keywords only for throwable types. If we are trying to use for normal java classes then we get compile time error saying “incompatible types”**

|  |
| --- |
| **Example 1:**  **public class Test**  **{**  **public void m1() throws Test**  **{ invalid : incompatible types compile time error**  **}**  **}**  **Example 2 :**  **public class Test extends RuntimeException**  **{**  **public void m1() throws Test VALID**  **{**  **}**  **}** |

|  |
| --- |
| **Case 3:**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **throw new Exception();**  **}**  **}** |

* **Compile time error:**
* **Test.java:5: error: unreported exception Exception; must be caught or declared to be thrown**

**throw new Exception ();**

**^**

**1 error**

|  |
| --- |
| **Example:**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **throw new Error();**  **}**  **}**  **Runtime error:**  **Exception in thread "main" java.lang.Error**  **at Test.main(Test.java:5)** |

|  |
| --- |
| **Case 4:**  **Example:**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **try**  **{**  **System.out.println("Hello");**  **}**  **catch(ArithmeticException e)**  **{**  **}**  **}**  **}**  **Example :**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **try**  **{**  **System.out.println("Hello");**  **}**  **catch(Exception e)**  **{**  **}**  **}**  **}**  **Example :**  **import java.io.\*;**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **try**  **{**  **System.out.println("Hello");**  **}**  **catch(IOException e)**  **{**  **}**  **}**  **}**  **Compile time error :**  **Test.java:10: error: exception IOException is never thrown in body of corresponding try statement**  **catch(IOException e)**  **^**  **1 error** |

|  |
| --- |
| **Example :**  **import java.io.\*;**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **try**  **{**  **System.out.println("Hello");**  **}**  **catch(InterruptedException e)**  **{**  **}**  **}**  **}**  **Example:**  **import java.io.\*;**  **public class Test**  **{**  **public static void main(String args[])**  **{**  **try**  **{**  **System.out.println("Hello");**  **}**  **catch(Error e)**  **{**  **}**  **}**  **}**  **Note :**  **If within the try block if there is no chance of raising an exception then we cannot write catch block for that exception, otherwise we will get compile time error saying “ExceptionXXX is never thrown in the body of try”**  **But, this rule is applicable only for fully checked exceptions.** |

* **Exception handling keywords summary:**
* **try → to maintain risky code**
* **catch → to maintain handling code**
* **finally → to maintain clean up code**
* **throw → to handover our created exception object to JVM manually.**
* **throws → to delegate responsibilities of exception handling to the caller.**

**\*\*\*\* End Of Exception Handling \*\*\*\***

**String Handling**

* **String Introduction**
* **String is probably the most commonly used class in the Java library.**
* **String class is encapsulated under the java.lang package.**
* **In Java, every String that you create is actually an object of type String.**
* **String objects are immutable, which means once a string object is created it cannot be altered.**
* **What is an Immutable object?**
* **An object whose state cannot be changed after it is created is known as an Immutable object.**
* **String, Integer, Byte, Short, Float, Double and all other wrapper classes objects are immutable.**
* **Creating an Immutable class**
* **Class should be final.**
* **The variable is also final.**
* **There should not be setter methods inside it.**
* **In this example StringDemo is an immutable class.**
* **StringDemo state cannot be changed once it is created.**

|  |
| --- |
| **public final class StringDemo**  **{**  **final String str;**    **StringDemo(String s)**  **{**  **this.str = s;**  **}**  **public String get()**  **{**  **return str;**  **}**  **}** |

* **creating a String object**
* **String can be created in a number of ways, here are a few ways of creating string objects.**
* **Using a String literal**
* **String literal is a simple string enclosed in double quotes "".**
* **A string literal is treated as a String object.**

|  |
| --- |
| **String str1 = "Hello";** |

* **Using another String object**

|  |
| --- |
| **String str2 = new String(str1);** |

* **Using new Keyword**

|  |
| --- |
| **String str3 = new String("Java");** |

* **Using + operator (Concatenation)**

|  |
| --- |
| **String str4 = str1 + str2;**  **or,**  **String str5 = "hello"+"Java";** |

* **Each time you create a String literal, the JVM checks the string pool first.**
* **If the string literal already exists in the pool, a reference to the pool instance is returned.**
* **If a string does not exist in the pool, a new string object is created, and is placed in the pool.**
* **String objects are stored in a special memory area known as a string constant pool inside the heap memory.**
* **String object and how they are stored**
* **When we create a new string object using string literal, that string literal is added to the string pool, if it is not present there.**

|  |
| --- |
| **String str= "Hello";** |
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**- And, when we create another object with the same string, then a reference to the string literal already present in the string pool is returned.**

|  |
| --- |
| **String str2=str;** |
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* **But if we change the new string, its reference gets modified.**

|  |
| --- |
| **str2=str2.concat("world");** |
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* **Concatenating String**
* **There are 2 methods to concatenate two or more strings.**
* **Using concat() method**
* **Using + operator**
  + **Using concat() method**
* **string s = "Hello";**
* **string str = "Java";**
* **string str2 = s.concat(str);**
* **String str1 = "Hello".concat("Java");    //works with string literals too.**
  + **Using + operator**
* **string str = "Rahul";**
* **string str1 = "Dravid";**
* **string str2 = str + str1;**
* **string st = "Rahul"+"Dravid";**
* **String Comparison**
* **String comparison can be done in 3 ways.**

1. **Using equals () method**
2. **Using == operator**
3. **By CompareTo() method**

* **Using equals() method**
* **equals() method compares two strings for equality.**
* **Its general syntax is, boolean equals (Object str)**
* **It compares the content of the strings. It will return true if string matches, else return false.**

**String s = "Hell";**

**String s1 = "Hello";**

**String s2 = "Hello";**

**s1.equals(s2);    //true**

**s.equals(s1) ;   //false**

* **Using == operator**
* **== operator compares two object references to check whether they refer to the same instance. This also, will return true on successful matches.**

**String s1 = "Java";**

**String s2 = "Java";**

**String s3 = new string ("Java");**

**test(s1 == s2)     //true**

**test(s1 == s3)      //false**

* **Reason:**
* **It's because we are creating a new object using the new operator, and thus it gets created in a non-pool memory area of the heap.**
* **S1 is pointing to the String in the string pool while s3 is pointing to the String in the heap and hence, when we compare s1 and s3, the answer is false.**
* **The following image will explain it more clearly.**

**![Data Warehouse Backup](data:image/png;base64,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)**

* **compareTo() method**
* **compareTo() method compares values and returns an int which tells if the string compared is less than, equal to or greater than the other string.**
* **It compares the String based on natural ordering i.e alphabetically.**
* **Its general syntax is,**

**int compareTo(String str)**

**String s1 = "Abhi";**

**String s2 = "Viraaj";**

**String s3 = "Abhi";**

**s1.compareTo(S2);     //return -1 because s1 < s2**

**s1.compareTo(S3);     //return 0 because s1 == s3**

**s2.compareTo(s1);     //return 1 because s2 > s1**

* **Java String class functions**
* **The methods specified below are some of the most commonly used methods of the String class in Java.**
* **We will learn about each method with the help of small code examples for better understanding.**

**charAt() method**

* **charAt() function returns the character located at the specified index.**

**String str = "srikanth";**

**System.out.println(str.charAt(2));**

**Output: i**

* **NOTE:**
* **Index of a String starts from 0, hence str.charAt(2) means the third character of the String str.**
* **equalsIgnoreCase() method**
* **equalsIgnoreCase() determines the equality of two Strings, ignoring their case (upper or lowercase doesn't matter with this function ).**

**String str = "java";**

**System.out.println(str.equalsIgnoreCase("JAVA"));**

**true**

* **indexOf() method**
* **indexOf() function returns the index of the first occurrence of a substring or a character. indexOf() method has four forms.**
* **int indexOf(String str): It returns the index within this string of the first occurrence of the specified substring.**
* **int indexOf(int ch, int fromIndex): It returns the index within this string of the first occurrence of the specified character, starting the search at the specified index.**
* **int indexOf(int ch): It returns the index within this string of the first occurrence of the specified character.**
* **int indexOf(String str, int fromIndex): It returns the index within this string of the first occurrence of the specified substring, starting at the specified index.**

|  |
| --- |
| **Example:**  **public class Srikanth{**  **public static void main(String[] args) {**  **String str="srikanth";**  **System.out.println(str.indexOf('i'));   //3rd form**  **System.out.println(str.indexOf('n', 3));    //2nd form**  **String subString="ant";**  **System.out.println(str.indexOf(subString)); //1st form**  **System.out.println(str.indexOf(subString,7));   //4th form**  **}**  **}**  **Output 👍**  **2**  **5**  **-1**  **-1**  **NOTE: -1 indicates that the substring/Character is not found in the given String.** |

* **length() method**
* **length() function returns the number of characters in a String.**

**String str = "Count me";**

**System.out.println(str.length());**

**Output :**

**8**

* **replace() method**
* **replace() method replaces occurrences of character with a specified new character.**

**String str = "Change me";**

**System.out.println(str.replace('m','M'));**

**Output :**

**Change Me**

* **substring() method**

**substring() method returns a part of the string. substring() method has two forms,**

**public String substring(int begin);**

**public String substring(int begin, int end);**

**/\***

**the character of the**

**beginning index is inclusive**

**The end index is exclusive.**

**\*/**

* **The first argument represents the starting point of the substring.**
* **If the substring() method is called with only one argument, the substring returned will contain characters from specified starting point to the end of the original string.**
* **But, if the call to substring() method has two arguments, the second argument specifies the end point of substring.**

**String str = "0123456789";**

**System.out.println(str.substring(4));**

**output:**

**456789**

**System.out.println(str.substring(4,7));**

**456**

* **toLowerCase() method**
* **toLowerC`ase() method returns a string with all uppercase characters converted to lowercase.**

**String str = "ABCDEF";**

**System.out.println(str.toLowerCase());**

**abcdef**

**toUpperCase() method**

* **This method returns a string with all lowercase characters changed to uppercase.**

**String str = "abcdef";**

**System.out.println(str.toUpperCase());**

**ABCDEF**

* **valueOf() method**
* **Overloaded versions of the valueOf() method are present in the String class for all primitive data types and for type Object.**
* **NOTE: valueOf() function is used to convert primitive data types into Strings.**

**public class Example{**

**public static void main(String args[]){**

**int num = 35;**

**String s1 = String.valueOf(num);    //converting int to String**

**System.out.println(s1+"IAmAString");**

**}**

**}**

**35IAmAString**

**But for objects, valueOf() method calls toString() function.**

* **toString() method**
* **toString() method returns the string representation of the object used to invoke this method.**
* **toString() is used to represent any Java Object into a meaningful string representation.**
* **It is declared in the Object class, hence can be overridden by any java class. (Object class is the super class of all java classes.)**

|  |
| --- |
| **public class Car {**  **public static void main(String args[])**  **{**  **Car c = new Car();**  **System.out.println(c);**  **}**  **public String toString()**  **{**  **return "This is my car object";**  **}**  **}**  **This is my car object**   * **Whenever we try to print any object of class Car, its toString() function will be called. toString() can also be used with normal string objects.**   **String str = "Hello World";**  **System.out.println(str.toString());**  **Output : Hello World**  **NOTE: If we don't override the toString() method and directly print the object, then it would print the object id.**  **Example:**  **public class Car {**  **public static void main(String args[])**  **{**  **Car c = new Car();**  **System.out.println(c);**  **}**  **}**  **srikanth.Car@15db9742 (here srikanth is a user-defined package)** |

* **toString() with Concatenation**
* **Whenever we concatenate any other primitive data type, or object of other classes with a String object, toString() function or valueOf() function is called automatically to change the other object or primitive type into string, for successful concatenation.**

**int age = 10;**

**String str = "He is" + age + "years old.";**

**In above case 10 will be automatically converted into string for concatenation using valueOf() function.**

* **trim() method**
* **This method returns a string from which any leading and trailing whitespaces have been removed.**

**String str = "   hello  ";**

**System.out.println(str.trim());**

**hello**

* **NOTE:**

**If the whitespaces are between the strings, for example: String s1 = "sri  kanth"; then System.out.println(s1.trim());**

**will output "sri  kanth".**

**trim() method removes only the leading and trailing whitespaces.**

* **StringBuffer class in Java**
* **StringBuffer class is used to create a mutable string object i.e its state can be changed after it is created.**
* **It represents a growable and writable character sequence.**
* **As we know that String objects are immutable, so if we do a lot of changes with String objects, we will end up with a lot of memory leaks.**
* **So the StringBuffer class is used when we have to make a lot of modifications to our string.**
* **It is also thread safe i.e multiple threads cannot access it simultaneously.**
* **StringBuffer defines 4 constructors. They are,**
* **StringBuffer ( )**
* **StringBuffer ( *int size* )**
* **StringBuffer ( *String str* )**
* **StringBuffer ( *charSequence [ ]ch* )**
* **StringBuffer() creates an empty string buffer and reserves room for 16 characters.**
* **stringBuffer(int size) creates an empty string and takes an integer argument to set the capacity of the buffer.**

|  |
| --- |
| **Example showing difference between String and StringBuffer**  **class Test {**  **public static void main(String args[])**  **{**  **String str = "sri";**  **str.concat("kanth");**  **System.out.println(str);      // Output: sri**  **StringBuffer strB = new StringBuffer("sri");**  **strB.append("kanth");**  **System.out.println(strB);    // Output: srikanth**  **}**  **}**  **Reason:**   * **Output is such because String objects are immutable objects.** * **Hence, if we concatenate on the same String object, it won't be altered(Output: sri).** * **But StringBuffer creates mutable objects. Hence, it can be altered(Output: srikanth)** |

* **Important methods of StringBuffer class**
* **The following methods are some of the most commonly used methods of StringBuffer class.**
* **append()**
* **This method will concatenate the string representation of any type of data to the end of the invoking StringBuffer object. append() method has several overloaded forms.**

**StringBuffer append(String str)**

**StringBuffer append(int n)**

**StringBuffer append(Object obj)**

* **The string representation of each parameter is appended to the StringBuffer object.**

**StringBuffer str = new StringBuffer("test");**

**str.append(123);**

**System.out.println(str);**

**test123**

* **insert()**
* **This method inserts one string into another. Here are a few forms of insert() method.**

**StringBuffer insert(int index, String str)**

**StringBuffer insert(int index, int num)**

**StringBuffer insert(int index, Object obj)**

* **Here the first parameter gives the index at which position the string will be inserted and the string representation of the second parameter is inserted into the StringBuffer object.**

**StringBuffer str = new StringBuffer("test");**

**str.insert(4, 123);**

**System.out.println(str);**

**test123**

* **reverse()**
* **This method reverses the characters within a StringBuffer object.**

**StringBuffer str = new StringBuffer("Hello");**

**str.reverse();**

**System.out.println(str);**

**olleH**

* **replace()**
* **This method replaces the string from the specified start index to the end index.**

**StringBuffer str = new StringBuffer("Hello World");**

**str.replace( 6, 11, "java");**

**System.out.println(str);**

**Hello java**

* **capacity()**
* **This method returns the current capacity of the StringBuffer object.**

**StringBuffer str = new StringBuffer();**

**System.out.println( str.capacity() );**

**16**

**Note: Empty constructor reserves space for 16 characters. Therefore the output is 16.**

* **ensureCapacity()**
* **This method is used to ensure minimum capacity of StringBuffer objects.**
* **If the argument of the ensureCapacity() method is less than the existing capacity, then there will be no change in existing capacity.**
* **If the argument of the ensureCapacity() method is greater than the existing capacity, then there will be change in the current capacity using following rule:**

**newCapacity = (oldCapacity\*2) + 2.**

**StringBuffer str = new StringBuffer();**

**System.out.println( str.capacity()); //output: 16 (since empty constructor reserves space for 16 characters)**

**str.ensureCapacity(30); //greater than the existing capacity**

**System.out.println( str.capacity()); //output: 34**

* **StringBuilder class in Java**
* **StringBuilder is identical to StringBuffer except for one important difference that it is not synchronized, which means it is not thread safe.**
* **It's because StringBuilder methods are not synchronized.**
* **StringBuilder Constructors**
* **StringBuilder ( ), creates an empty StringBuilder and reserves room for 16 characters.**
* **StringBuilder ( *int size* ), creates an empty string and takes an integer argument to set the capacity of the buffer.**
* **StringBuilder ( *String str* ), create a StringBuilder object and initialize it with string str.**
* **Difference between StringBuffer and StringBuilder class**

|  |  |
| --- | --- |
| **StringBuffer class** | **StringBuilder class** |
| **StringBuffer is synchronized.** | **StringBuilder is not synchronized.** |
| **Because of synchronisation, StringBuffer operation is slower than StringBuilder.** | **StringBuilder operates faster.** |

|  |
| --- |
| **Example of StringBuilder**  **class Test {**  **public static void main(String args[])**  **{**  **StringBuilder str = new StringBuilder("sri");**  **str.append( "kanth" );**  **System.out.println(str);**  **str.replace( 6, 13, "java");**  **System.out.println(str);**  **str.reverse();**  **System.out.println(str);**  **str.replace( 6, 13, "java");**  **}**  **}**  **srikanth**  **srikanjava**  **Avajnakirs** |

**\*\*\*\*\*\*End of String Handling. \*\*\*\*\*\***

**File IO**

* **File**
* **FileWriter**
* **FileReader**
* **BufferedWriter**
* **BufferedReader**
* **PrintWriter**
* **FileInputStream**
* **FileOutputStream**
* **File :**

|  |
| --- |
| **File f =new File(“D://abc.txt”);** |

* **This line won’t create any physical file.**
* **First it will check if there is any physical file named with ‘abc.txt’ available or not.**
* **If it is available ‘f ‘simply refers to that file, if it is not already available then it won’t create any physical file, just we are creating a ‘Java file object ’ to represent the name abc.txt.**

**File f = new File (“D://abc.txt”);**

**System.out.println(f.exists());  //false //true**

**f.createNewFile();**

**System.out.println(f.exists()); //true  //true**

**First run : false, true**

**Second run: true, true**

**File f = new File(“Sri5”);**

**System.out.println(f.exists());  //false**

**f.mkdir();**

**System.out.println(f.exist());  // true**

* **We can use java file objects to represent the directory also.**
* **Note: In unix everything is file and Java file IO concept is implemented based on the unix operating system, hence we can use java file objects to represent both files and directories.**
* **File class constructors:**

**File f = new File(String name);**

* + **It creates a java file object to represent the name of the File or directory in the current working directory.**

**File f = new File(String subdir name, String name);**

* + **It creates a java File object to represent the name of the file or directory in the specified location.**

* **Ex1 : Write code to create a file named with abc.txt in CWD .**

**File f = new File (“abc.txt”);**

**f.createNewFile();**

* **Ex2: Write code to create a directory named with “Sri5” in CWD and create a file named demo.txt in that directory.**

**File f = new File(“Sri5”);**

**f.mkdir();**

**//File f1 =new File(“Sri5”, “demo.txt”);**

**File f1 = new FIle(f, “demo.txt”);**

**f1.createNewFile();**

* **Ex 3: Write code to create a file named with abc.txt in E://XYZ folder.**

**File f = new File (“E:\\xyz” , “abc.txt”);**

**f.createNewFile();**

**Assume the E:\\xyz folder is already available in our system.**

* **Important methods of File class**
* **boolean exists() : It returns true if the specified file or directory is already available.**
* **boolean createNewFile() : First this method will check whether that file is already available or not, if it is already available then this method returns false without creating any physical file.**
* **If it is not already available then this method creates a new file and returns true .**
* **boolean mkdir() :  Same as above.**
* **boolean isFile() :  Returns true if the file reference points to a physical file**
* **boolean isDirectory() : Same as above.**
* **String[] list() : Returns the names of all files and subdirectories present in specified directory.**

* **long length() : Returns the number of characters present in the File.**
* **boolean delete() :**

|  |
| --- |
| **Write a program to display the names of all files and subdirectories in →  D: Sri5**  **Example : 1**  **package fileio;**  **// To display the names of all files and subdirectories :**  **import java.io.File;**  **import java.io.IOException;**  **public class TestFile1 {**  **public static void main(String args[]){**  **// int count=0;**    **//Text File creation i**  **File f=new File("D://sri.txt");**  **System.out.println(f.exists());**    **try {**    **f.createNewFile();**  **System.out.println(f.exists());**    **} catch (IOException e) {**  **// TODO Auto-generated catch block**  **e.printStackTrace();**  **}**      **//Directory creation**  **File f1=new File("D://Sri5");**  **System.out.println(f1.exists());**  **f1.mkdir();**    **//Directory with file name**  **File f2= new File("D://Sri5","abc.txt");**    **try {**  **f2.createNewFile();**    **} catch (IOException e) {**  **// TODO Auto-generated catch block**  **e.printStackTrace();**  **}**    **System.out.println(f2.exists());**      **String[] s= f1.list();**    **// for(String s1:s){**  **// count ++;**  **// System.out.println(s1);**  **// }**  **// System.out.println("The Total Number : " +count);**  **}**  **}** |

* **FileWriter :**
  + **We can use FileWriter to write character data to the File.**
* **Constructors :**
* **FileWriter fw = new FileWriter(String name);**
* **FileWriter fw = new FileWriter (File f);**
* **The above constructors are meant for overriding existing data.**
* **Instead of overriding if we want an append operation then we have to use the following two constructors.**
* **FileWriter fw = new FileWriter(String fname, boolean append**
* **FileWriter fw = new FileWriter(FIle f, boolean append);**
* **Note : If the specified file is not already available then the above constructors will create the required file .**
* **Methods :**
* **write(int ch)**
* **write(char[] ch)**
* **write(String s)**
* **flush()**
* **close() ;**

|  |
| --- |
| **Example :**  **package fileio;**  **import java.io.FileWriter;**  **import java.io.IOException;**  **public class FileWriterDemo2 {**  **public static void main(String args[]) throws IOException {**    **FileWriter fw= new FileWriter("D://Sri5/hello.txt", true);**    **fw.write(68); // Adding Single**  **fw.write('\t');**  **fw.write("Sri ");**  **fw.write('\n');**  **char[] ch1={'a', 'b' , 'c'};**  **fw.write(ch1);**  **fw.flush();**  **fw.close();**  **}**  **}**   * **In the above program FileWriter is meant for overriding existing data.** * **Instead of overriding if we want append operation then we have to create FileWriter object as follows.**   **FileWriter fw= new FileWriter () ;**   * **The main problem with FileWriter is we have to insert line separators manually, which varies from system to system. It is difficult for the programmer.** |

* **FileReader**
* **We can use FileReader to read character data from the file.**
* **Constructors :**

**FileReader fr = new FileReader(String fname);**

**FileReader fr = new FileReader(File f);**

* **Methods:**
* **int read ()**
* **It attempts to read the next character in the file and returns its unicode value. If the next character is not available then this method returns ‘-1’ .**
* **As this method returns a unicode value at the time of printing we have to perform type casting.**

|  |
| --- |
| **Ex:**  **FileReader fr = new Filereader(abc.txt);**  **int i = fr.read();**  **while(i !=-1)**  **{**  **System.out.println((char)i);**  **i=fr.read();**  **}** |

* **int read(char [] ch) → It attempts to read enough characters from the file into char[] and returns the number of characters copied.**

**Ex:**

**File f = new File(abc.txt);**

**char [] ch= new char[(int)f.length()];**

**FileReader fr = new FileReader(f);**

**fr.read(ch);**

**for(char ch1: ch)**

**{**

**System.out.println(ch1);**

**}**

* **void close() ;**

|  |
| --- |
| **Example :**  **package fileio;**  **import java.io.File;**  **import java.io.FileReader;**  **import java.io.IOException;**  **public class FileReaderDemo {**  **public static void main(String[] args) throws IOException{**    **// File f =new File("D://Sri5/abc.txt");**  **// FileReader fr=new FileReader(f);**  **//**  **//**  **// char[] ch= new char[(int) f.length()];**  **// fr.read(ch);**  **//**  **// for(char ch1: ch){**  **// System.out.println("\*\*" + ch1);**  **// }**    **FileReader fr1 = new FileReader("D://Sri5/abc.txt");**  **int i= fr1.read();**    **while(i !=-1){**  **System.out.println((char)i +"\*\*\*");**  **i = fr1.read();**  **}**    **fr1.close();**  **// fr1.close();**      **}**  **}** |

**Note :**

* **The main problem with Filereader is we have to read the data character by character which is not convenient to the programmer.**
* **Usage of FileWriter and FileReader is not recommended because**
* **While writing data by FileWriter we have to insert line separators manually which varies from system to system. It is difficult for the programmer.**
* **By using Filereader we can read data character by character which is not convenient to the programmer.**
* **To overcome the above problems we should go for BufferedWriter and  BufferedReader concepts.**
* **BufferedWriter**
* **We can use BufferedWriter to write character data to the file.**
* **Constructors:**

**BufferedWriter  bw = new BufferedWriter (Writer w);**

**BufferedWriter  bw = new BufferedWriter (Writer w, int bufferSize);**

* **Note:**

**BufferedWriter can’t communicate directly to the file and it can communicate via some writer object.**

* **Q: Which of the following are valid?**

**BufferedWriter  bw = new BufferedWriter (“abc.txt”); → In valid**

**BufferedWriter  bw = new BufferedWriter (new File (“abc.txt”)); → In valid**

**BufferedWriter  bw = new BufferedWriter (new FileWriter (“abc.txt”)); → valid**

**BufferedWriter  bw = new BufferedWriter (new BufferedWriter(new FileWriter (“abc.txt”))); → valid**

* **Methods :**
* **write(int ch);**
* **write(char[] ch);**
* **write(String s);**
* **flush();**
* **close();**
* **newLine(): To insert a line separator**

**Q: When compared with FileWriter which of the following capabilities is available extra in the method from in BufferedWriter.**

* **Writing data to the file.**
* **Closing the file.**
* **flushing the file.**
* **inserting a newline character → valid**

|  |
| --- |
| **Example :**  **package fileio;**  **import java.io.FileWriter;**  **import java.io.IOException;**  **public class FileWriterDemo2 {**  **public static void main(String args[]) throws IOException {**    **FileWriter fw= new FileWriter("D://Sri5/hello.txt");**    **fw.write(68); // Adding Single**  **fw.write('\n');**  **fw.write("Srikanth, Venkat, Prasanthi and divya ");**  **fw.write('\n');**  **char[] ch1={'a', 'b' , 'c','d'};**  **fw.write(ch1);**    **fw.flush();**  **fw.close();**    **}**  **}**     * **Note :** * **Whenever we are closing, BufferedWriter automatically underlines that FileWriter will be closed. Hence we are not required to close explicitly.**   **bw.close   |     fw.close();      |        bw.close(); fw.close();** |

* **BufferedReader :**
* **We can use BufferedReader to read character data from the file.**
* **The main advantage of BufferedReader over FileReader is we can read the data line by line instead of character by char.**
* **Constructors :**

**BufferedReader  br = new BufferedReader (Reader r);**

**BufferedReader  br = new BufferedReader (Reader r, int BufferSize );**

* **Note :**
* **BufferedReader  can’t communicate directly with the file and it can communicate via some reader object.**
* **Methods :**
* **int read();**
* **int read(char ch[]);**
* **void close();**
* **String readLine();**
* **It attempts to read the next line in the file and returns it.**

**If the next line is not available then we will get null.**

|  |
| --- |
| **Example:**  **package fileio;**  **import java.io.BufferedReader;**  **import java.io.FileReader;**  **public class BufferedReaderDemo {**  **public static void main(String args[]) throws Exception {**    **FileReader fr= new FileReader("D://Sri5/abc.txt");**  **BufferedReader br = new BufferedReader(fr);**    **String line = br.readLine();**    **while(line != null){**  **System.out.println(line);**  **line = br.readLine();**  **}**    **br.close();**  **}**  **}**  **Note :**   * **Whenever we are closing, the BufferedReader underlying FileReader object will be closed and we are not required to close explicitly.**   **br.close () | fr.close() | br.close() ; fr.close() ;** |

* **PrintWriter**
* **It is the most enhanced writer to write character data to the file.**
* **The main advantage of PrintWriter over FileWriter is that we can write any type of primitive data directly to the File.**
* **Constructors :**

**PrintWriter  pw = new PrintWriter (String fname);**

**PrintWriter  pw = new PrintWriter (File f);**

**PrintWriter  pw = new PrintWriter (Writer w);**

* **Note : Printwriter can communicate either directly to the file or via some writer object also.**
* **Methods :**
  + **write(int ch);**
  + **write(Char[] ch);**
  + **write(String s);**
  + **flush();**
  + **close();**
  + **print(char ch);**
  + **print(int  i);**
  + **print(String s);**
  + **print(boolean b);**
  + **print(double d );**
  + **println(char ch);**
  + **println(int i);**
  + **println(String s);**
  + **println(boolean b);**
  + **println(double d);**

|  |
| --- |
| **Example :**  **package fileio;**  **import java.io.FileWriter;**  **import java.io.IOException;**  **import java.io.PrintWriter;**  **public class PrintWriterDemo1 {**  **public static void main(String[] args) throws IOException{**    **FileWriter fw = new FileWriter("D://Sri5/abc.txt");**  **PrintWriter out = new PrintWriter(fw);**  **// PrintWriter out = new PrintWriter("D://Sri5/abc.txt");**  **out.write(100);**  **out.println(100);**  **out.println(true);**  **out.println('c');**  **out.println("srikanth");**  **out.flush();**  **out.close();**  **}**  **}** |

* **What is the difference between write(100) and print(100)..?**
* **In the case of write(100) the corresponding char ‘d’ will be returned to the file.**
* **But in the case of print(100) the corresponding int value 100 will be written directly to the file.**
* **Note:**
* **The most enhanced writer to write character data to the file is PrintWriter whereas the most enhanced Reader to read character data from the file is BufferedReader .**

* **Note**
* **In general readers and writers handle character data whereas we can use streams we handle Binary data (images, audio files, video files ext).**
* **we can use below**

**FileOutputstream to write Binary Data to the file whereas**

**FileInputstream to read Binary data from the file.**

**\*\*\*\*End of the Files\*\*\*\***

**Collections framework**

* **Introduction of Arrays**
* **An array is an indexed collection of fixed numbers of homogeneous data elements.**
* **The main advantage of arrays is we can represent multiple values by using a single variable so that readability of the code will be improved.**
* **limitations**
* **Arrays are fixed in size, hence once we create an array we can’t increase or decrease size based on our requirement, hence to use arrays concept compulsory we should know the size in advance, which may not be possible.**
* **Arrays can hold only homogeneous data type elements.**

|  |
| --- |
| **ex:**  **Student[] s = new Student[1000];**  **s[0]= new Student();**  **s[1]=new Customer();**  **// CE : incompatible types found: Customer required: Student** |

* **We can solve this problem by using objects for arrays hence predefined method support is not available.**

**Object[] a = new Object[1000];**

* + - * **a[0]= new Student();**
      * **a[1]= new Customer();**
* **There is no underlying data structure for arrays hence predefined method support is not available.**
* **Collections Frameworks**
* **Growable in nature.**
* **Can hold both homogeneous and heterogeneous elements.**
* **Every collection class is implemented based on some standard data structure hence for every requirement pre-defined (readymade) method support available.**

**Student [] s = new Student[50];**

* **Difference between arrays and collections:**

|  |  |
| --- | --- |
| **Arrays** | **Collections** |
| **Arrays are fixed in size.** | **Collections are dynamic in size.** |
| **W.R.T Memory arrays are not good to use.** | **W.R.T Memory Collections are good to use.** |
| **W.R.T Performance it's better to use arrays.** | **W.R.T Performance it's not good to use collections.** |
| **Arrays can hold only homogeneous elements.** | **collections can hold both homogeneous and heterogeneous elements.** |
| **Arrays don't have predefined methods.** | **collections have predefined data structures and methods.** |
| **Arrays can hold both primitives and wrapper objects.** | **collections can hold only objects.** |

* **collection:**

**If you want to represent a group of individual objects AS A SINGLE ENTITY THEN WE SHOULD GO FOR COLLECTION.**

* **Collection Framework: -**

**It defines several classes and interfaces which can be used to represent a group of individual objects as a single unit.**

* **9 key interfaces:**

1. **Collection**

* **Define the most common methods, which are applicable for any Collection object, root of collection framework.**

1. **List**

* **Where duplicates are allowed and insertion order must be preserved.**

**List(I) → ArrayList (C ), LinkedList(C), vector(C), stack(C).(2 are Legacy )**

1. **Set**

* **Where duplicates are not allowed and insertion order not preserved.**

**Set(I) →   HashSet(C), LinkedHashSet ©**

1. **SortedSet :**

* **Where duplicates are not allowed and all objects are required to insert according to some sorting order then we should go for SortedSet.**

**Set(I) →  SortedSet(I) → NavigableSet(I) → TreeSet (c)**

1. **NavigableSet :**

* **It defines several methods for navigable purposes.**

**Set(I) →  SortedSet(I) → NavigableSet(I) → TreeSet(C)**

1. **Queue :**

* **If we want to represent a group of individual objects prior to processing then we should go for Queue.**

**Collection(I) → Queue (I)→ BlockingQueue →**

**i)PriorityBlockingQueue (C) ii) LinkedBlockingQueue(C)**

**Collection(I) → Queue (I) → PriorityQueue (C)**

1. **Map :**

* **Map is not a child interface of Collection.**
* **If we want to represent a group of objects as key value pairs then we should go for Map.**
* **Duplicate Keys are not allowed but values can be**

**Map (I) → HashMap (c)**

**LinkedHashMap(c)**

**WeakHashMap(c)**

**IdentityHashMap(c)**

1. **NavigableMap**
2. **SortedMap**

**Note:**

* **Collections is utility class, to define several utility methods for collection objects.**
* **Collection:**
* **Represent a group of individual objects as a single entity then we should go for Collection.**
* **These are applicable for any Collection Object.**

**boolean add(Object o)**

**boolean addAll(Collection c)**

**boolean remove(Object o)**

**boolean removeAll(Collection c)**

**boolean retainAll(Collection C)**

**void clear()**

**boolean contains(Object o)**

**boolean containsAll(Collection c)**

**boolean isEmpty()**

**int size();**

**Object[] toArray()**

**Iterator iterator ();**

* **There is no direct method in the collection interface to get Objects.**
* **List :**
* **where duplicates are allowed and insertion order must be preserved .**
* **List(I) :::**

**ArrayList (C ),**

**LinkedList(C),**

**vector(C) and  stack(C).(2 are Legacy )**

* **We can differentiate duplicate Objects and We can preserve insertion order by using indexes.**
* **Index plays a very important role in List Interface.**

**void add(int index, Object o)**

**void addAll(int index, Collection c)**

**Object get (int index)**

**Object set (int index, Object  o)**

**int indexOf(Object)**

**int lastIndexOf(Object o)**

**ListIterator  listIterator();**

**Object remove(int index)**

* **ArrayList : (C)**
* **The underlying data structure for arrayList is a resizable array or growable array.**
* **Duplicates objects allowed.**
* **Insertion order is preserved.**
* **Null insertion is possible.**
* **Heterogeneous objects are allowed (except TreeSet and TreeMap) everywhere Heterogeneous objects are allowed.**
* **constructors:-**

**i) ArrayList l = new ArrayList();**

* **create an empty ArrayList object with default initial capacity 10.**
* **Once ArrayList reaches its max capacity a new ArrayList object will be created with**

**new capacity = (current capacity \* 3/2) +1; //**

**ii) ArrayList l = new ArrayList(int initialcapacity );**

**iii) ArrayList l = new ArrayList(Collection c);**

* **\*\*\*\*\*Usually we can use collections to hold and transfer data from one location to another location, to provide support for this requirement every collection class already implements Serializable and Cloneable interfaces.**
* **ArrayList and Vector classes implement RandomAccess i/f so that we can access any random element with the same speed.**
* **Hence if our requirement is retrieval then ArrayList is the best Choice.**

* **Difference between ArrayList and Vector .**
* **No method present in ArrayList is synchronized.**
* **Most of the methods present in Vector are synchronized.**
* **At a time, multiple threads are allowed to operate on ArrayList objects simultaneously and hence the ArrayList object is not thread safe.**
* **At a time only one thread is allowed to operate on a vector object and hence the vector is thread safe.**
* **Threads are not required to wait to operate on ArrayList and hence relatively performance is high.**
* **Threads are required to wait to operate on vector object.hence relatively low performance.**
* **Not a legacy class and 1.2 version**
* **Legacy class and 1.0 version.**
* **Note:**
  + **\*\*ArrayList is the best choice if the frequent operation is a retrieval operation, because ArrayList implements RandomAccess interface.**
  + **ArrayList is the worst choice if the operation is insertion or deletion in the middle because several shift operations are required internally.**
* **LinkedList :**
* **The underlying data Structure is a doubly-Linked List.**
* **Duplicates are allowed and insertion order preserved and heterogeneous objects are allowed.**
* **null insertion possible.**
* **Note:**
* **If our frequent operation is insertion or deletion in the middle, LL is the best option and worst choice if operation is retrieval.**

**LL specific methods :**

**void addFirst(Object o);**

**void addLast(Object o);**

**Object getFirst();**

**Object getLast();**

**Object removeFirst();**

**Object removeLast();**

* **Constructors:**

**LinkedList ll = new LinkedList();**

**LinkedList ll = new LinkedList(Collection c);**

|  |
| --- |
| * **Vector :**   **Example :**  **import java.util.\*;**  **public class VectorExample {**  **public static void main(String args[]) {**  **/\* Vector of initial capacity(size) of 2 \*/**  **Vector<String> vec = new Vector<String>(2);**  **/\* Adding elements to a vector\*/**  **vec.addElement("Apple");**  **vec.addElement("Orange");**  **vec.addElement("Mango");**  **vec.addElement("Fig");**  **/\* check size and capacityIncrement\*/**  **System.out.println("Size is: "+vec.size());**  **System.out.println("Default capacity increment is: "+vec.capacity());**  **vec.addElement("fruit1");**  **vec.addElement("fruit2");**  **vec.addElement("fruit3");**  **/\*size and capacityIncrement after two insertions\*/**  **System.out.println("Size after addition: "+vec.size());**  **System.out.println("Capacity after increment is: "+vec.capacity());**  **/\*Display Vector elements\*/**  **Enumeration en = vec.elements();**  **System.out.println("\nElements are:");**  **while(en.hasMoreElements())**  **System.out.print(en.nextElement() + " ");**  **}**  **}** |

|  |
| --- |
| **Stack :**  **Example :**  **import java.util.Stack;**  **public class StackBasicExample {**  **public static void main(String a[]){**  **Stack<Integer> stack = new Stack<>();**  **System.out.println("Empty stack : "  + stack);**  **System.out.println("Empty stack : "  + stack.isEmpty());**  **// Exception in thread "main" java.util.EmptyStackException**  **// System.out.println("Empty stack : Pop Operation : "  + stack.pop());**  **stack.push(1001);**  **stack.push(1002);**  **stack.push(1003);**  **stack.push(1004);**  **System.out.println("Non-Empty stack : "  + stack);**  **System.out.println("Non-Empty stack: Pop Operation : "  + stack.pop());**  **System.out.println("Non-Empty stack : After Pop Operation : "  + stack);**  **System.out.println("Non-Empty stack : search() Operation : "  + stack.search(1002));**  **System.out.println("Non-Empty stack : "  + stack.isEmpty());**  **}**  **}** |

* **3 cursors of Java:**
* **If we want to get objects one by one from a collection then we should go for a cursor.**
* **3 types of cursors.**
* **Enumeration**
* **Iterator**
* **ListIterator**
* **Enumeration:**
* **We can use it to get an object one by one from the legacy collection (vector and stack).**
* **Limitations:We can apply this concept only for legacy classes and it is not a universal cursor.**
* **By using this we can perform only read operation, we cannot perform remove operation.**
* **Vector**

**public Enumeration elements ();**

**===================================**

**Vector v = new Vector ();**

**Enumeration e = v.elements();**

**public boolean hasMoreElements();**

**public Object nextElement();**

**To overcome these limitations, we should go for an iterator.**

* **Iterator :**
* **We can apply this concept to any collection object hence it is a universal cursor.**
* **By using an iterator, we can perform both read and remove operations.**
* **We can create an iterator object by using the iterator() method.**

**public boolean hasNext();**

**public Object next ();**

**public void remove ();**

* **Limitations:**
* **By using enumeration and iterators we can always move only towards the forward direction; we cannot move backward direction i.e.., these are single direction cursors.**
* **By using an iterator, we can perform read and remove operations and we cannot perform replacement and addition of new objects.**
* **To overcome these, we should go for a listiterator.**
* **Listiterator:**
* **By using this concept we can move either backward or forward direction(Bi-directional cursor).**
* **While iterating by listiterator we can perform replacement and addition of new objects, In addition to remove and read operations.**

**public boolean hasNext();**

**public Object next(); //forward operations**

**public void remove();**

**public boolean hasPrevious();**

**public Object previous(); add // Backward operations**

**public int previousIndex();**

**public void remove()**

**public void set(Object new Object)**

**public void add (Object new Object )**

* **Set :**

**Collection → Set→ HashSet(C) → LinkedHashSet(C)**

**Collection → Set→ SortedSet (I)→ NavigableSet(I) → TreeSet(C)**

* **Set is the child interface of a collection.**
* **If we want to represent a group of individual objects where duplicates are not allowed and insertion order is not preserved then we should go for Set.**
* **Set interface doesn’t define any new methods.**
* **We have to use collection interface methods only.**
* **HashSet:**
* **The underlying data Structure is Hashtable.**
* **Duplicated objects are not allowed.**
* **If we are trying to add duplicate objects, we won’t get any compile time or runtime error, and the add method simply returns false.**
* **Heterogeneous objects are allowed.**
* **Null insertion is possible only once.**
* **implements serializable and cloneable interfaces but not RandomAccess.**
* **HashSet is the best choice, if our frequent operation is search operation.**
* **constructors :**

**HashSet h = new HashSet();**

**HashSet h = new HashSet(int initialCapacity);**

**HashSet h = new HashSet(int initialCapacity, float fillRatio );**

**HashSet h = new HashSet(Collection c);**

* **LinkedHashSet :**
* **It is the child class of HashSet.**
* **The underlying data Structure is Linked List+Hash Table.**
* **Duplicated objects are not allowed.**
* **Insertion order must be preserved.**
* **If we are trying to add duplicate objects, we won’t get any compile time or runtime error, and the add method simply returns false.**
* **Heterogeneous objects are allowed.**
* **SortedSet : (I)**

**Some sorting order.**

**100,101,103,107,110,115**

**first() → 100**

**last() → 115**

**headSet(107) → [100,101,103] (Less Than)**

**tailSet(107) → [107, 110,115] (GT =)**

**subSet(101,110) → [101,103,107]**

**comparator() → null.**

* **TreeSet :(C)**
* **Balanced Tree.**
* **According to some sorting order it will print.**
* **Heterogeneous objects are not allowed, otherwise we will get runtime exceptions… CCE**
* **default natural sorting order → objects should be ‘Homogeneous and Comparable’.**

**Comparable i/f : java.lang**

* **It contains only one method compareTo()**

**obj1.compareTo(obj2) →**

**return → -ve  ⇐> obj1 has to come before obj2 // 100 to come before 200 → -1**

**return → +ve  ⇐> obj1 has to come after obj2  // 200 to come after 100 → 1**

**return → 0  ⇐> obj1 and obj2 are equal  // 200 equals to 200 → 0**

**S.o.p (“A”.compareTo(“Z”)); → -ve AZ**

**S.o.p (“Z”.compareTo(“K”)); → +ve KZ**

**Comparator →  java.util**

* **our own sorting order.**

**compare()**

**equal()**

**Public int compare(Object obj1, Object obj2)**

**return → -ve  ⇐> obj1 has to come before obj2**

**return → +ve  ⇐> obj1 has to come after obj2**

**return → 0  ⇐> obj1 and obj2 are equal .**

* **Map :**
* **Map is not a child interface or Collection interface.**
* **If we want to represent a group of objects as Key value pairs then we go for Map.**
* **Duplicate keys are not allowed but values can be duplicated.**
* **Each key value pair is called “Entry”.**
* **Important methods of Map Interface :**
* **Object put(Object key, Object value)**
* **To add one key value pair to the map.**
* **If the key is already available then the old value will be replaced with a new value and the old value will be returned.**

**void putAll(Map m).**

**Object get(Object key)**

**Object remove(Object key)**

**boolean containsKey(Object key)**

**boolean containsValue(Object value)**

**boolean isEmpty()**

**set keySet()**

**collection values()**

**set entrySet()**

* **Entry interface:**
* **In the map each key value pair is called an Entry.**
* **Without an existing map object there is no chance of an existing Entry object.**
* **Hence Entry interface is defined inside map interface.**

**interface Map{**

**interface Entry {**

**{**

**Object getKey()**

**Object getValue()**

**Object getValue(Object new)**

**}**

**}**

* **HashMap:**
* **The underlying data structure is HashTable.**
* **Duplicate keys are not allowed but values can be duplicated.**
* **Heterogeneous objects are allowed for both keys and values.**
* **“null” insertion is allowed for key (only once ) and for value (any no of times).**
* **Insertion order is not preserved and it is based on the HashCode of the keys.**
* **Hashmap is the best choice if our frequent operation is searching operation.**

**Constructors:**

**→ HashMap m = new HashMap();**

**→ HashMap m = new HashMap(int initialCapacity);**

**→ HashMap m = new HashMap(int initialCapacity, float fill Ratio);**

**→ HashMap m = new HashMap(map m);**

* **LinkedHashMap :**
* **It is the child class of HashMap.**
* **It is exactly same as HashMap except the following diff ||.**

|  |  |
| --- | --- |
| **HashMap** | **LinkedHashMap** |
| **The underlying data structure is Hashtable** | **The underlying data structure is LinkedList + Hash Table.** |
| **Insertion order not preserved.** | **Insertion order is preserved.** |
| **Introduced in 1.2 version.** | **Introduced in the 1.4 version.** |

* **Note :**
* **In general we can use LinkedHashSet and LinkedHashMap for developing cache based applications where duplicates are not allowed and insertion order must be preserved.**
* **IdentityHashMap :**

**Note :**

* **“==” operator always meant for reference comparison (address comparison) whereas**
* **“.equals()” method meant for content comparison.**

**Integer i1= new Integer(10);**

**Integer i2= new Integer(10);**

**s.o.p(i1==i2);  //false**

**s.o.p(11.equals(i2)); true**

* **IdentityHashMap is exactly the same as  HashMap except the following diff .**
* **In the case of HashMap JVM will give the “.equals()” method to identify duplicate keys, which is meant for content comparison.**
* **But in the case of IdentityHashMap Jvm will use “==” operator to identify duplicate keys, which is meant for reference comparison.**

**HashMap m = new HashMap();**

**Integer I1 = new Integer(10);**

**Integer I2 = new Integer(10);**

**m.put(I1, “Pawan”);**

**m.put(I2, “Kalyan”);**

**s.o.p(m);  {10= kalyan}**

* **If we replace hashMap with IdentityHashMap then I1 & I2 are not duplicate keys because I1==I2 returns false. In this case output is**

**{10= pawan, 10 = kalyan}**

* **WeakHashMap :**
* **It is exactly the same as HashMap except the following diff.**
* **In the case of HashMap even though the object doesn’t have any reference still it is not eligible for ‘gc’ if it is associated with HashMap.**

**Note:i.e HashMap dominates garbage Collector.**

* **But in the case of WeakHashMap if the object doesn’t have any reference then it is eligible for garbage collection even though it is associated with WeakHashMap**

**Note : i.e garbage collector dominates WeakHashMap.**

* **SortedMap :**
* **It is the child interface of Map.**
* **If we want to represent a group of objects as key-value pairs according to some sorting order of keys then we should go for sortedMap.**
* **Sorting is only based on the key but not based on the value.**
* **The SortedMap interface defines the following methods.**

**Object firstKey();**

**Object lastKey();**

**SortedMap headMap();**

**SortedMap tailMap();**

**SortedMap  subMap(Object key1, Object key2);**

**Comparator comparator();**

* **TreeMap :**
* **Underlying data structure is the "RED-BLACK Tree".**
* **Duplicate keys are not allowed but values can be duplicated.**
* **Insertion Order is not preserved and it is based on some sorting order of keys.**
* **If we are depending on default natural sorting order then keys should be “homogeneous and        comparable” otherwise we will get a RuntimeException saying classCastException.**
* **If we are defining our own sorting order by comparator.**
* **There are no restrictions for values that can be heterogeneous and non-comparable.**

**null acceptance :**

* **For an empty TreeMap as First Entry with a null key is allowed but after inserting that Entry if we   are trying to insert any other entry we will get NPE.**
* **For Non Empty TreeMap if we are trying to insert an Entry with a null key then we will get NPE.**
* **For the values we can use "null" any no.of times and there are no restrictions.**

**TreeMap t= new TreeMap(); // For default sorting order.**

**TreeMap t= new TreeMap(Comparator c); //For customized Sorting order.**

**TreeMap t= new TreeMap(SortedMap m);**

**TreeMap t= new TreeMap(Map m);**

**Hashtable :**

* **Underlying data structure is Hashtable.**
* **Duplicate keys are not allowed but values can be duplicated.**
* **Heterogeneous objects are allowed for both keys and values.**
* **Insertion order is not preserved and it is based on HashCode Keys.**
* **null is not allowed for both keys and values otherwise we will get NPE.**
* **Most of the methods present in Hash Table are Synchronized hence Hashtable object "thread-safe".**
* **This is Best choice for search.**
* **How to get synchronized version of hashmap object :**
* **By default HashMap is Non- synchronized but we can get a synchronized version of HashMap by using the Synchronized map method of Collection class.**

**Ex :-**

**HashMap() m = new HashMap();**

**Map m1= Collections.synchronizedMap(m);**

* **Queue :**
* **Queue is the child interface of the collection.**
* **If we want to represent a group of individual objects prior to processing then we should go for 'Queue'.**
* **Ex:- Before Sending mail, we have to store all mail ids in some data structure in which order we saved in the order only mail has to deliver (FIFO ) for this requirement Queue is the best Choice.**

* **Usually Queue follows FIFO order but based on our requirement we can implement our own priority order also.**
* **From 1.5 version onward**

**PriorityQueue. → Same as SortedSet**

**Blocking Queue.**

**\*\*\*\*End of Collections\*\*\***

**Multithreading**

* **Introduction:**
* **“The ways to define threads**
* **by extending Thread class” and**
* **“By implementing Runnable Interface”.**
* **Multitasking:**
* **“Executing several tasks simultaneously is the concept of multitasking.”**
* **There are two types of multitasking.**

1. **PBM (Process based multitasking)**
2. **TBM (Thread Based multitasking)**

* **PBM (Process based multitasking)**
* **Executing several tasks simultaneously where each task is a separate independent program(process) is Called PBM.**
* **These are OS level but not at Programmatic level.**

**Ex: CPU, Browser.**

* **TBM (Thread Based multitasking)**
* **Executing several tasks simultaneously where each task is a separate independent part of the same program is called TBM and each independent part is called a Thread.**
* **TBM is best suitable at programmatic level.**
* **Whether it is PB or TB the main advantage of multitasking is to reduce response time and to improve the performance of the system.**
* **The main important application areas of multithreading are**
* **To develop multimedia graphics.**
* **To implement Video animation.**
* **To develop video games.**
* **To develop a Server.**
* **To develop servers and web application servers.**
* **When comparing C++ developing multithreading programs in java is very easy because java provides inbuilt support by providing a RICH API (Thread, ThreadGroup, Runnable etc...)**
* **Defining a Thread:**
* **We can define a Thread in the following 2 ways.**
* **By Extending the Thread class.**
* **By implementing the Runnable Interface.**

1. **Defining Thread by extending the Thread class.**

|  |
| --- |
| **Class MyThread extends Thread {**  **public void run(){**  **for(int i=0; i<10;i++){**  **System.out.println(“Child Thread”);**  **}**  **}**  **Class ThreadDemo{**  **public static void main(String args[]){**  **MyThread t= new MyThread();**  **t.start();**  **for(int i =0; i<10 ;i++){**  **System.out.println(“Main Thread”);**  **}**  **}** |

* **Case 1:**
* **Thread Scheduler:**
* **If multiple threads are waiting for execution, then in which order threads will be executed is decided by Thread Scheduler.**
* **Threads scheduler is the part of JVM and we can’t expect an exact algorithm followed by Thread scheduler, It varies from JVM to JVM and hence we can’t expect exact output for multithreaded programs but we can provide several possible outputs.**
* **The following various possible outputs for the above programs.**

**P1 :**

**main thread 10 times**

**Child thread 10 times.**

**P2 :**

**Child thread 10 times.**

**Main thread 10 times.**

**P3:**

**Main thread**

**Child thread**

**main thread**

**Child thread**

**------**

**------**

**P4:**

**Child thread**

**Main thread**

* **Case 2:**
* **Difference between t.start() and t.run() :**
* **In the case of t.start() a new Thread will be created which is responsible for the execution of run().**
* **But in the case of t.run() no new Thread will be created and run() will be executed just like a normal method call by main Thread.**
* **In the above program if we replace t.start() with t.run() then the output is**
  + **Child thread 10 times**
  + **Main thread 10 times**
  + **Total output produced by main thread only.**
* **Case 3:**
* **Importance of Thread class start () :**
* **Thread class start () method is responsible for registering our Thread with Thread Scheduler and all other mandatory activities.**

**Class Thread {**

**start()**

**{**

* **Registering this Thread with Thread Scheduler**
* **Perform all remaining mandatory activities.**
* **JVM Invoke run();**

**}**

* **Hence, Without executing the Thread class start() method , There is no chance of starting a new Thread, due to this Thread class start() is considered as the heart of multithreading.**
* **Case 4 :**
* **Overloading of run() method :**
* **Overloading of run() is possible but the Thread class start() method always calls no argument run() method.**
* **The other overloaded method, we have to call explicitly just like a normal method call.**

**Class MyThread extends Thread**

**{**

**Public void run(){**

**System.out.println(“no-arg”);**

**}**

**Public void run(int i){**

**System.out.println(“int arg”);**

**}**

**}**

**Class Test {**

**Public static void main(String args[]){**

**MyThread t = new MyThread();**

**t.start();**

**}**

**}**

**Case 5:**

* **If we are not overriding run () method :**
* **If we are not overriding run() then Thread class run() will be executed which has an empty implementation and hence we won’t get any output.**

**Class MyThread extends Threads{**

**}**

**Class Test {**

**Public static void main (String args[] ){**

**MyThread t = new MyThread();**

**t.start();**

**}**

**}**

* **Note: It is highly recommended to override the run() method.**

**Otherwise, don't go for multithreading.**

* **Case 6 :**
* **Overriding of start() method :**
* **If we are overriding the start() method then our method will be executed just like a normal method call and no new Thread will be created.**

**Class MyThread extends Threads{**

**Public void start(){**

**System.out.println(“start ”);**

**}**

**Public void run(){**

**System.out.println(“run method”);**

**}**

**}**

**Class Test{**

**Public static void main (String args[]){**

**MyThread t  = new MyThread();**

**t.start();**

**System.out.println(“Main method”);**

**}**

**}**

* **start method**
* **main method**
* **Total output produced only by main Thread.**

|  |
| --- |
| **Case 7**  **It is not recommended to override the start() method. Otherwise don’t go for multithreading.**    **Class MyThread extends Thread**  **{**  **Public void start(){**  **Super.start();**  **System.out.println(“Start method”);**  **}**  **Public void run(){**  **System.out.println(“run method”);**  **}**  **}**  **Class Test {**  **Public static void main(String args[]){**  **MyThread t= new MyThread();**  **t.start();**  **}**  **Thread →**  **main: start method, main method**  **Child : run method**  **Output :**  **P1:**  **Start method**  **Main method**  **Run method**    **→  P2:**  **run method**  **Start method**  **Main method**  **→  P3 :**  **Start method**  **Run method**  **Main method** |

* **Case 8:**
* **Life Cycle of a Thread:**
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**MyThread t = new MyThread();**

**new/born**

**Ready/Runnable**

**Running**

**Dead**

**new/born → (t.start()) → Ready/Runnable → (If TS allocates Processor) → Running → (If Run method completes ) → Dead.**

* **After starting a Thread, if we are trying to restart the same method once again then we will get a Runtime exception saying IllegalThreadStateException.**

**Thread t = new Thread();**

**t.start();**

**t.start(); // RE : IllegalThreadStateException**

* **1st Approach :**

**MyThread→ Thread → MyRunnable**

* **2nd Approach**

**Thread → Runnable → MyRunnable**

**Runnable interface present in java.lang package and defines only one method i.e. run().**

**Public void run();**

**Class MyRunnable implements Runnable {**

**Public void run(){**

**for(int i=0;i<10;i++){**

**System.out.println(“Child Thread”);**

**}**

**}**

**}**

**Class ThreadDemo1{**

**Public static void main(String args[]){**

**MyRunnable r= new MyRunnable();**

**Thread t = new Thread(r);**

**t.start();**

**for(int i =0; i<10;i++){**

**System.out.println(“Main Thread”);**

**}**

**}**

* **We can't tell the exact output but we will get mixed output.**

**MyRunnable r= new MyRunnable();**

**Thread t1 = new  Thread();**

**Thread t2 = new Thread(r);**

* **Case1 : t1.start(): A new thread will be created which is responsible for the execution of the Thread class run() method.**
* **case2 : t1.run(): No new Thread will be created and the Thread class run() method will be executed just like a normal method.**
* **Case3: t2.start() : A new Thread will be created which is responsible for the execution of the MyRunnable run() method.**
* **Case4: t2.run() : No new Thread will be created and MyRunnable run() method will be executed as a normal method call.**
* **Case5 : r.start() we will get a compile time error saying MyRunnable class does Not have a start capability.**
* **Case 6 : r.run() : No new Thread will be created and MyRunnable run() method will be executed just like a normal method call.**
  + **Q: In Which of the above cases a new Thread will be created which is responsible for the execution of MyRunnable run() method.**
  + **Ans: t2.start().**
  + **Q: In which of the above cases a new Thread will be created.**
  + **Ans: t1.start and t2.start()**
  + **Q: In Which of the cases MyRunnable class run() method will be executed.**
  + **And : t2.start() ,t2.run( ) and r.run().**
* **Which is the best approach to define a Thread:**
* **Between two ways of Thread Creation, implementing a Runnable approach is recommended.**
* **In the first approach as our class always extends Thread class, it is not possible to extend any other class due to this we are missing inheritance benefit.**
* **But in the second approach while implementing Runnable interface we can extend any other class and hence we won't miss any inheritance benefits.)**
* **Because of the above reason, implementing Runnable interface approach is recommended to use when comparing with extending Thread class.**

**Example : MyThread.**

* **Defining a Thread by implementing Runnable interface :**
* **We can also define a Thread by implementing the Runnable interface.**
* **Thread class constructors:**

**Thread t - new Thread();**

**Thread t = new Thread(Runnable r);**

**Thread t = new Thread(String name);**

* **Getting and setting of name of the Thread:**
* **Every Thread in java has some name, it may be the default name generated by JVM or Customized name provided by programmer.**
* **We can get and set the name of a Thread by using the following methods of Thread class.**
  + - **Public final String getName();**
    - **Public final void setname(String name);**
    - **Example : MyThread.**
* **We can get Current executing Thread object reference by using Thread.CurrentThread().**
* **Thread Priority:**
* **Every Thread in java has some priority, it may be default provided by JVM or customized priority explicitly provided by programmer.**
* **The void range of Thread priorities is 1 to 10 but not 0 to 10.**
* **Where 1 is the least priority and 10 is the highest priority.**
* **Thread class already defines some constants to represent some standard priority.**
  + - **Thread.MIN-PRIORITY→ 1**
    - **Thread.MAX-PRIORITY → 10**
    - **Thread.NORM-PRIORITY → 5**
* **Thread scheduler will use Thread priorities while allocating processors to the Thread which is having highest priority. We will get a chance for execution.**
* **If two Threads have the same priority then we cannot expect an exact execution order. It varies from JVM to JVM.**
* **We can get and set the priority of a Thread by using the following Thread class.**

**Public final int getPriority()**

**Public final void setPriority(int n)**

* **The allowed range is 1 to 10 by mistake if we are providing any other value we will get Runtimeexception saying IllegalArgumentException.**

**Ex:**

**t.setPriority(10):  valid**

**t.setPriority(100): Not valid i.e, RE.**

* **Default priority :**
* **The default priority only for the main() Thread is 5 but for all remaining Threads, the default priority inheriting from parent to child i.e, whatever priority parent Thread has the same priority will be there for the child Thread.**

**Example :**

**Class MyThread extends Thread{**

**}**

**Class Test {**

**Public static void main(String args[]){**

**System.out.println(Thread.currentThred.getpriority());**

**Thread.currentThread.setPriority(7);//Line 2**

**MyThread t = new MyThread();**

**System.out.println(t.getPriority())**

**}**

**}**

**Example :**

**Class MyThread extends Thread**

**{**

**Public void run(){**

**for(int i =0; i<10;i++){**

**System.out.println(“Child Thread ”);**

**}**

**}**

**}**

**Class ThreadPriorityDemo{**

**Public static void main(String s){**

**MyThread t = new MyThread();**

**t.setPriority(10);// Line 1**

**t.start();**

**for(int i=0;i<10;i++){**

**System.out.println(“main thread”);**

**}**

**}**

**}**

* **If we are commenting line 1 then both main and child Threads have the same priority 5 hence, we cannot accept exact execution order and exact output.**
* **If we are not commenting line 1 then child Thread has priority 10 and main Thread has priority 5 hence child Thread will get the chance first followed by main Thread, in this case output is child Thread 10 times and main Thread 10 times.**
* **Note: Sometimes operating systems may not provide proper support for thread priorities.**
* **\*\*\*\*\* To Prevent Thread Execution :**
* **We can prevent a Thread execution by using the following methods**
* **1) yield()  2) join() 3) sleep().**
* **yield ():**
* **This method causes a pause current executing Thread to give the chance for remaining waiting Threads of the same priority.**
* **If there is no waiting method or all waiting Threads having low priority then the same thread will continue its execution.**
* **If multiple waiting Threads have the same priority, then which waiting Thread will get the chance, we cannot expect it depends on the Thread Scheduler.**
* **The Thread which is yielded when it will get a chance again, we can’t expect, it depends on the Thread Scheduler.**
* **new/Born → (t.start)Ready/ Runnable→ (If TS allocates (Thread.yield()) )Running → Dead .**

**Example :**

**class MyThread extends Thread{**

**Public void run(){**

**for(int i =0;i<10;i++){**

**Thread.yield(); // Line 1**

**System.out.println(“Child Thread”)**

**}**

**}**

**}**

**Class Thread Yield Demo{**

**Public static void main(String args[]){**

**MyThread t = new MyThread();**

**t.start();**

**for(int i =0;i<10;i++){**

**System.out.println(“Main Thread”);**

**}**

**}**

**}**

* **If we are commenting line 1 then both Threads will be executed simultaneously and we cannot expect which Thread will be completed first.**
* **If we are not commenting on line 1  then child Threads are always called yield methods and hence main Thread will get a chance more number of times, hence completing main Thread first is always high , when compared with child Thread.**
* **Note : Some operating systems may not provide proper support for yield methods.**
* **join():**
* **If a Thread(J3) wants to wait until completing some(J1) other thread then we should go for the t1. join() method.**
* **For example, if a Thread t1 wants to wait until completing Thread t2 and t1 has to call**

**t2.join();**

**Public final void join() throws IE.**

**Public final join(long ms) throws IE.**

**Public final void join(long ms, int ns)throws IE**

* **Note: Every join() throws InterruptedException, which is checked Exception, hence whenever we are using the join() method compulsory we should handle InterruptedException, either by try catch or by throws keyword otherwise we will get a compile time error.**

**new/born→ Ready/Runnable→ (**

**1.If T2 completes**

**2. If time expires,**

**3. If waits Thread got interrupted, if TS allocates processor (Waiting state (blocked state)))**

**→ Running → If run () method completion**

**→ Dead.**

* **Case 1: Waiting for the main Thread until completing child Thread.**
* **Case 2: Waiting for child Thread until completing main Thread.**
* **Case 3: If main Thread calls join() method on child Thread object and child Thread calls join() method on main Thread object then the program will be changed like a deadlock.**
* **Case 4: If a Thread calls join () and the same Thread itself then the program will be changed just like a deadlock.**

**Thread.currentThread.join();**

* **Sleep ():**
* **If a Thread doesn't want to perform any operation for a particular amount of time i.e, just pausing is required then we should go for the sleep() method.**
* **public static native void sleep(long ms ) throws IE**
* **public static void sleep(long ms, int ns) throws IE.**

**new/born→ Ready/Runnable→ (**

**1.If T2 completes**

**2. If time expires,**

**3. If waits Thread got interrupted ,**

**if TS allocates processor (Waiting state(blocked state))) → (Thread.sleep()) ← Running → If run() method completion → Dead.**

**Class Test{**

**Public static void main(String args) throws IE**

**{**

**for(int i=0; i<10;i++){**

**System.out.println(“slide ” +i);**

**Thread.sleep(10000);**

**}**

**}**

**}**

* **How a thread interrupts another Thread.**
* **A thread can interrupt another sleeping or waiting Thread by using the interrupt () method of Thread class.**

|  |
| --- |
| **public void interrupt ();**  **class MyThread extends Thread{**  **Public void run(){**  **try{**  **for(int i=0;i<10;i++){**  **System.out.println(“I am lazy Thread”);**  **Thread.sleep(2000);**  **}**  **}catch(IE e){**  **System.out.println(“I got interrupted”);**  **}**  **}**  **}**  **class ThreadSleepDemo{**  **public static void main (String args[]){**  **MyThread t = new MyThread();**  **t.start();**  **t.interrupt(); //**  **System.out.println(“End of main method”);**  **}**  **}** |

* **In the above example main Thread interrupts child Thread**

**Output:**

* **End of main Thread**
* **I am lazy Thread**
* **I got interrupted**
* **\*\*Note:**
* **Whenever we are calling interrupt () method and if the target Thread not sleeping or waiting state then there is no impact of interrupt call immediately, interrupt call will wait until target thread entered into sleeping or waiting state, once target thread entered into Sleeping or waiting state, immediately interrupt will interrupt that Thread.**
* **If the target Thread never entered into a sleeping or waiting state in its lifetime then there is an impact of interrupt call, this is the only case where interrupt call will be wasted.**

|  |
| --- |
| **Class MyThread extends Thread{**  **Public void run(){**  **for(int i=0;i<1000;i++){**  **System.out.println(“I am lazy Thread ” +i);**  **}**  **System.out.println(“I am entering into sleep state”);**  **try{**  **Thread.sleep(5000);**  **}**  **catch(“InterruptedException e ”){**  **System.out.println(“I got Interrupted”);**  **}**  **}**  **}**  **Class ThreadSleepDemo{**  **Public static void main (String args[]){**  **MyThread t = new MyThread();**  **t.start();**  **t.interrupt();**  **System.out.println(“End of main Thread”);**  **}**  **}** |

* **In the above example the interrupt call waited until the child Thread completed the loop 5000 times.**
* **Daemon Threads:**
* **The Threads which are executing in the background or called Daemon Thread.**
* **Example: GarbageCollector.**
* **The main purpose of daemon Threads is to provide support for non-daemon threads.**
* **Usually, daemon thread runs with low priority but based on our requirement it can run with high priority.**
* **We can check the daemon thread nature of a Thread by using isDaemon() method of Thread class.**
  + - * **public boolean isDaemon();**
* **But we can change daemon nature before starting a Thread once Thread starts, we are not allowed to change daemon nature otherwise we will get a RuntimeException saying**
* **IllegalStateException.**
* **Default nature: by default, main thread is allowed as a non-daemon thread and for all remaining Threads daemon nature will be inherited from parent to child. I.e, if the parent thread is daemon, then child thread is also daemon and if the parentis non- daemon thread, child Thread is also non-daemon thread.**

**Synchronization:**

* **MultiThreaded programs may often come to a situation where multiple threads try to access the same resources and finally produce erroneous and unforeseen results.**
* **So it needs to be made sure by some synchronization method that only one thread can access the resource at a given point of time.**
* **Java provides a way of creating threads and synchronizing their tasks by using synchronized blocks.**
* **Synchronized blocks in Java are marked with the synchronized keyword.**
* **A synchronized block in Java is synchronized on some object.**
* **All synchronized blocks synchronized on the same object can only have one thread executing inside them at a time.**
* **All other threads attempting to enter the synchronized block are blocked until the thread inside the synchronized block exits the block.**

**// Only one thread can execute at a time.**

**// sync\_object is a reference to an object**

**// whose lock associates with the** [**monitor**](http://quiz.geeksforgeeks.org/monitors/)**.**

**// The code is said to be synchronized on**

**// the monitor object**

**synchronized(sync\_object)**

**{**

**// Access shared variables and other**

**// shared resources**

**}**

* **This synchronization is implemented in Java with a concept called monitors.**
* **Only one thread can own a monitor at a given time.**
* **When a thread acquires a lock, it is said to have entered the monitor.**
* **All other threads attempting to enter the locked monitor will be suspended until the first thread exits the monitor.**
* **Following is an example of multi-threading with synchronized.**
* **The output is the same every-time we run the program.**
* **In the above example, we chose to synchronize the Sender object inside the run() method of the ThreadedSend class.**
* **Alternatively, we could define the whole send () block as synchronized and it would produce the same result. Then we don’t have to synchronize the Message object inside the run() method in the Thread Send class.**

**// An alternate implementation to demonstrate**

**// that we can use synchronized with the method also.**

* **Deadlock in java**
* **Deadlock in java is a part of multithreading.**
* **Deadlock can occur in a situation when a thread is waiting for an object lock that is acquired by another thread and the second thread is waiting for an object lock that is acquired by the first thread.**
* **Since, both threads are waiting for each other to release the lock, the condition is called deadlock.**

**\*\*\*\*End of Threads. \*\*\*\***

**Java 8 Features**

**Java 8 Introduction:**

* **Java 8 introduced on 2014 March 18.**
* **The main advantage is concise coding and Enabling Functional Programming.**

1. **Lambda Expressions**
2. **Functional Interfaces**
3. **Default methods and static methods**
4. **Predefined Functional Interfaces (Predicate, Function, Consumer, Supplier…etc)**
5. **Double colon Operator (::) - Method reference, Constructor Reference**
6. **Streams API**
7. **Date and Time API**
8. **Optional Class**
9. **Nashorn JavaScript Engine**

What’s New in Java 8 ..?
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Lambda Expressions

**![](data:image/png;base64,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)**

* **The main Objective of Lambda expression is : To Bring functional programming into java.**
* **What is Lambda Expression? It is an Anonymous (Name less) function in Java**
* **What is Anonymous?  It means Nameless, without return type and without access modifier.**
* **It is Very Easiest Concept!!**

|  |
| --- |
| **//Ex1 : Normal Syntax to print hello**  **public void m1() {**  **System.*out*.println("hello");**  **}**  **//Lambda means no name, no return type, no modifier**  **()->System.out.println();**  **Note :If only one line No need of curly braces, if it is more lines we must need to have curly braces.** |

|  |
| --- |
| **//Ex 2: This method can take two int values**  **Public void addition(int a, int b){**  **System.out.println(a+b);**  **}**  **//compiler can guess automatically the Data types**  **(a, b) -> System.out.println(a+b);** |

|  |
| --- |
| **//Ex 3**  **Public int squareit(int n){**  **return n\*n;**  **}**  **(int n)->{return n\*n;}**  **n -> n\*n;**  **Note : return statement is optional.**   * **If only one argument also, no need of Curly braces.**   **So below which one is valid..?**  **n-> return n\*n;   → Invalid (without curly braces)**  **n-> {return n\*n;}; → valid**  **n-> {return n\*n}; → Invalid(It must ends with semicolon)**  **n-> {n\*n;}; → Invalid (If you use curly braces, it must be return statement)**  **n-> n\*n; //Valid**     * **Without curly braces we can’t use the return statement.Compiler will consider returned value automatically.**      * **Within Curly braces if we want to return some value, we must use a return statement.** |

|  |
| --- |
| **Ex : 4**  **Public void hello(String s){**  **return s.length();**  **}**  **s->  return s.length();** |

**Functional Interfaces - FI :**

**Package (java.util.function)**

* **Below are all interfaces only.**
* **And each interface contains Single Abstract methods (SAM), All single abstract methods of interface are Functional Interfaces.**
* **If you want to invoke Lambda Expression FI is compulsory.**
* **Inside Functional interfaces, default methods are also allowed.**
* **And static methods are also allowed.**
* **Functional Interfaces can contain only one abstract method but we can take any number of default and static methods.**

**Runnable → run();**

**Comparable → compareTo();**

**Comparator → compare();**

**ActionListner → actionPerformed();**

**Callable → call();**

|  |
| --- |
| **package com.java8features;**  **@FunctionalInterface // It is an Optional**  **//When we have SAM then you can say it is --> FI**  **// It contains only one abstract methods**  **//but it can contains any number of default and static methods**  **public interface TestInterf1 {**  **public void m1();**  **default void m2() {**  **}**  **default void m5() {**  **}**  **static void m3() {**  **}**  **}** |

|  |
| --- |
| **Functional Interfaces  wrt Inheritance ?**  **package com.java8features;**  **//@FunctionalInterface wrt Inheritance**  **@FunctionalInterface**  **public interface TestA {**  **public void m1();**  **}**  **@FunctionalInterface**  **interface TestB extends TestA {**  **// public void m2();**  **}** |

|  |
| --- |
| **LambdaExpression with the FI 01**  **package com.java8features;**  **interface interf1 {**  **public void m1();**  **}**  **//To Implementing this m1 we are taking Test class.**  **//So with this functionality, we can implement with Lambda Expression also.**  **//class Test implements interf1 {**  **//**  **// @Override**  **// public void m1() {**  **// System.out.println("Hello m1()");**  **// }**  **//}**  **public class TestDemo01 {**  **public static void main(String[] args) {**  **// Test t = new Test();**  **// t.m1();**  **// Compiler can guess which method it is and it will call directly that m1**  **// method because we have only one method**  **// SO there is no need of having implemented classes to call methods from**  **// Functional interfaces.**  **// Note : If you want to call this LamdaExpression then FI must be required.**  **// Functional Interface act as can be used to provide reference for FI.**  **interf1 i1 = () -> System.*out*.println("Hello m1()");**  **i1.m1();**  **}**  **}** |

|  |
| --- |
| **LambdaExpression with the FI 02**  **package com.java8features;**  **//LamdaExpreesion is a very Specific Concept, It's not Generic concept to use everywhere.**  **//We can use it only for Functional Interfaces !!**  **interface TestInterf {**  **public void add(int a, int b);**  **}**  **//class Test2 implements TestInterf {**  **//**  **// @Override**  **// public void add(int a, int b) {**  **// System.out.println("The sum of two numbers : " + (a + b));**  **// }**  **//(int a, int b) -> System.out.println("The sum of two numbers : " + (a + b));**  **//}**  **public class TestDemo02 {**  **public static void main(String[] args) {**  **// TestInterf t = new Test2();**  **// t.add(100, 300);**  **TestInterf t = (a, b) -> System.*out*.println("The sum of two numbers : " + (a + b));**  **t.add(100, 300);**  **t.add(1000, 3000);**  **}**  **}** |

|  |
| --- |
| **LambdaExpression vs MultiThreading**   * **We can implement Thread in Two ways** * **1) Implementing Runnable interface** * **2) By  Extending Thread class**   **package com.java8features;**  **//class MyRunnable implements Runnable {**  **//**  **// @Override**  **// public void run() {**  **//**  **// for (int i = 0; i < 10; i++) {**  **// System.out.println("Child Thread !!");**  **// }**  **// }**  **//}**  **//Both Thread will execute so we can't expect the exact output and we will get mixed output when we use multiple Threads**  **public class TestDemo04 {**  **public static void main(String[] args) {**  **// MyRunnable r = new MyRunnable();**  **Runnable r = () -> {**  **for (int i = 0; i < 10; i++) {**  **System.*out*.println("Child Thread !!");**  **}**  **};**  **Thread t = new Thread(r);**  **t.start();**  **for (int i = 0; i < 10; i++) {**  **System.*out*.println("Main Thread !!");**  **}**  **}**  **}** |

|  |
| --- |
| **LambdaExpression vs Collections**  **package com.java8features;**  **import java.util.ArrayList;**  **import java.util.Collections;**  **import java.util.Comparator;**  **//class TestComparator implements Comparator<Integer> {**  **//**  **// @Override**  **// public int compare(Integer o1, Integer o2) {**  **//**  **// return (o1 < o2) ? -1 : (o1 > 02) ? 1 : 0;**  **//**  **//// if (o1 < o2) {**  **//// return -1;**  **//// } else if (o1 > o2) {**  **//// return +1;**  **//// } else {**  **//// return 0;**  **//// }**  **// }**  **//}**  **public class TestDemo05 {**  **public static void main(String[] args) {**  **ArrayList<Integer> al = new ArrayList<Integer>();**  **al.add(20);**  **al.add(10);**  **al.add(25);**  **al.add(5);**  **al.add(30);**  **al.add(0);**  **al.add(15);**  **System.out.println(al);**  **Comparator<Integer> c = (o1, o2) -> (o1 < o2) ? -1 : (o1 > 02) ? 1 : 0;**  **// Collections.sort(al, new TestComparator());**  **Collections.sort(al, c);**  **System.out.println(al);**  **// In Comparator - we have only one method which is compare() method**  **// int compare(Object o1, Object o2)**  **// return -1 iff o1 has to come before o2**  **// return -1 iff o1 has to come after o2**  **// return -1 iff o1 and o2 are equal**  **}**  **}** |

|  |
| --- |
| **Anonymous Inner class vs Lambda Expression**   * **Anonymous class means, A class without a name !!**   **Thread t = new Thread();**  **Thread t= new Thread()**  **{**  **– – – – – – – – – – – – –**  **};**     * **We are writing a class that extends Thread class which does not have any name**   **Runnable r = new Runnable(); //It is Invalid**  **Runnable r = new Runnable()**  **{**  **.. .. .. .. ..**  **};** |

|  |
| --- |
| * **Lambda Expressions are not replaced for Anonymous Inner classes.** * **Anonymous Inner class is more powerful than Lambda Expression. (Because If we have Two abstract methods in a interface we cannot go and use )** * **Anonymous Inner class!=  Lambda Expression.** * **If an anonymous inner class implements an interface that contains a single abstract method then only we can replace that anonymous inner class with Lambda Expression.** * **Anonymous Inner class can extend Normal class.** * **Anonymous Inner class can extend Abstractclass.** * **Anonymous Inner class can implement Interfaces which contain any number of methods.** * **Lambda Expression can implement an interface which contains a single abstract method.**   **Q) Which of the following is true for Lambda Expressions!!**   * **Lambda Expression contains multiple parameters, then these parameters are separated with commas.** * **A Lambda Expression can have any number of arguments including zero number.** * **The Lambda Expression body can contain multiple statements and we can enclose it with curly braces.** * **If lambda Expression contains only one argument, then parentheses are Optional.**   **Q) Which of the valid concerns Functional Interface!!**   * **Functional Interface should contain only one abstract method.** * **Functional Interface should contain only one static method.** * **Functional Interface can contain any number of abstract methods.** * **Function Interface should contain only one default method.**   **Q) Which of the following is true!!**   * **The main Objective of Lambda expressions is to enable functional programming in java.** * **Lambda Expressions concept applicable only for Java but not for other Languages.** * **With Lambda expressions we can write very concise code so that readability of the application will be improved.** * **Functional interface reference can be used to hold Lambda expressions.** |

**Q) Consider the code**

|  |
| --- |
| **interface interf{**  **public int product(int a, int b);**  **}** |

* **Which of the following are valid lambda expressions which implements interf interface.**
* **Interf i = ()     -> return a\*b;**
* **Interf i = (a,b)-> return a\*b;**
* **Interf i = (int a, int b) -> return a\*b;**
* **Interf i = (a,b) -> a\*b;**
* **Default methods and static methods**
* **From 1.8 onwards we can take default methods in interface**
* **Until 1.7 every method present in the interface is always : public and abstract.**
* **Without any changes in implemented classes we can change or add new implementations in an interface then we can go for default.**
* **Without affecting implementation classes if we want to add new methods to the interface**
* **(extending interface functionality ) ⇒ default methods**
* **To define general utility methods inside interfaces with static.**
* **sum(int a, int b){**
  + - **sop(a+b);**
  + **}**

**void m1();**

**public void m1();**

**abstract void m1();**

**public abstract void m1();**

|  |
| --- |
| **package com.java8features;**  **interface MyInterf {**  **public abstract void method1();**  **public abstract void method2();**  **public abstract void method3();**  **// void method4() {**  **//**  **// }**  **default void method5() {**  **System.*out*.println("Hello method5 ");**  **}**  **static void method6() {**  **System.*out*.println("Hello static method !!");**  **}**  **}**  **public class TestDefaultDemo1 implements MyInterf {**  **public static void main(String args[]) {**  **TestDefaultDemo1 t = new TestDefaultDemo1();**  **t.method1();**  **t.method5();**  **MyInterf m = new TestDefaultDemo1();**  **m.method1();**  **MyInterf.*method6*();**  **}**  **public static void method6() {**  **}**  **@Override**  **public void method1() {**  **System.*out*.println("Hello method 1");**  **}**  **@Override**  **public void method2() {**  **System.*out*.println("Hello method 2");**  **}**  **@Override**  **public void method3() {**  **System.*out*.println("Hello method 3");**  **}**  **}** |

* **Related methods:**

**1.8 V : default methods + static methods**

**1.9 V  : private methods**

* **Variables :**

**public static final int a =100;**

* **Note : No changes for Variables in 1.8 !!**

**Default methods | virtual Extension method | Defender method**

|  |
| --- |
| **Predefined Functional Interfaces:**  **Predicate**   * **Conditional check** * **Public abstract boolean test(T t)**   **package com.java8features;**  **import java.util.function.Predicate;**  **public class TestDemo10 {**  **public static void main(String[] args) {**  **Predicate<Integer> p1 = i -> i % 2 == 0;**  **System.*out*.println(p1.test(100));**  **System.*out*.println(p1.test(101));**  **// Predicate<Employee> e1 = e-> e.salary>10000 && e.age>=30;**  **// System.out.println(e);**  **String[] names = { "Sachin", "Dhoni", "Rohit", "Rahul", "Kohli", "Jadeja" };**  **Predicate<String> p = s3 -> s3.length() > 5;**  **for (String name : names) {**  **if (p.test(name)) {**  **System.*out*.print(name + " ");//sachin Jadeja**  **}**  **}**  **//Write a Predicate to check whether length of the String is > 5 or not ..?**  **Predicate<String> p2 = s1 -> s1.length() > 5;**  **System.*out*.println(p2.test("Hello"));**  **}**  **}** |

|  |
| --- |
| **Function**  **In Java 8, Function is a functional interface;**  **- It takes an argument (object of type T) and returns an object (object of type R).**  **- The argument and output can be a different type.**  **apply()**  **andThen()**  **compose()**  **identity()**  **package com.java8features;**  **import java.util.function.Function;**  **import java.util.function.Predicate;**  **class Student {**  **String name;**  **int marks;**  **public Student(String name, int marks) {**  **this.name = name;**  **this.marks = marks;**  **}**  **}**  **public class TestDemo12 {**  **public static void main(String[] args) {**  **// Function which takes in a number**  **// and returns square of it**  **Function<Integer, Integer> sq = a -> a \* a;**  **// Applying the function to get the result**  **System.out.println(sq.apply(9));**  **// // Function which takes in a number**  **// // and returns half of it**  **Function<Integer, Double> half = a -> a / 2.0;**  **// Applying the function to get the result**  **System.out.println(half.apply(25));**  **//**  **// // Find the length of the String**  **Function<String, Integer> f5 = s -> s.length();**  **System.out.println(f5.apply("Srikanth"));// 8**  **// Find the length of the String**  **Function<String, String> f1 = s -> s.toUpperCase();**  **System.out.println(f1.apply("sri5java"));**  **// Only the Students whose marks greater than 60**  **Predicate<Student> p = s -> s.marks > 60;**  **// Get all the Student with grades based on their marks !!**  **Function<Student, String> f = s -> {**    **int marks = s.marks;**  **String grade = "";**  **if (marks >= 80)**  **grade = "A";**  **else if (marks >= 60)**  **grade = "B";**  **else if (marks >= 50)**  **grade = "C";**  **else if (marks >= 35)**  **grade = "D";**  **else**  **grade = "Failed";**  **return grade;**  **};**  **//**  **Student[] s = {**  **new Student("Srikanth", 100),**  **new Student("Srinu", 80),**  **new Student("Venkat", 50),**  **new Student("Nandu", 60),**  **new Student("bunny", 35),**  **new Student("Chinni", 25) };**  **//**  **for (Student s1 : s) {**  **if (p.test(s1)) {**  **System.out.println("Student name : " + s1.name);**  **System.out.println("Student marks : " + s1.marks);**  **System.out.println("Student Grade : " + f.apply(s1));**  **}**  **}**  **}**  **}** |

|  |
| --- |
| **package com.java8features;**  **import java.util.function.Function;**  **public class TestDemo13 {**  **public static void main(String[] args) {**  **// Function chaining**  **Function<Integer, Integer> f1 = i -> 2 \* i;**  **Function<Integer, Integer> f2 = i -> i \* i \* i;**  **System.*out*.println(f1.andThen(f2).apply(2));**  **System.*out*.println(f1.compose(f2).apply(2));**  **}**  **}** |

|  |
| --- |
| **Consumer**   * **Accept some input and perform the required operation and not be required to return anything.**   **package com.java8features;**  **import java.util.function.Consumer;**  **import java.util.function.Function;**  **import java.util.function.Predicate;**  **public class TestDemo14 {**  **public static void main(String[] args) {**  **Consumer<String> c1 = s -> System.out.println(s);**  **c1.accept("Srikanth");**  **c1.accept("SrikanthJava");**  **// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***  **// Get all the Student with grades based on their marks !!**  **Function<Student, String> f = s -> {**  **int marks = s.marks;**  **String grade = "";**  **if (marks >= 80)**  **grade = "A";**  **else if (marks >= 60)**  **grade = "B";**  **else if (marks >= 50)**  **grade = "C";**  **else if (marks >= 35)**  **grade = "D";**  **else**  **grade = "Failed";**  **return grade;**  **};**  **// Only the Students whose marks greater than 60**  **Predicate<Student> p = s -> s.marks > 60;**  **Consumer<Student> c = s1 -> {**  **System.out.println(s1.name);**  **System.out.println(s1.marks);**  **System.out.println(f.apply(s1));**  **System.out.println();**  **};**  **Student[] s = { new Student("Srikanth", 100), new Student("Srinu", 80), new Student("Venkat", 50),**  **new Student("Nandu", 60), new Student("bunny", 35), new Student("bunny", 35) };**  **//**  **// for (Student s1 : s) {**  **// if (p.test(s1)) {**  **// System.out.println("Student name : " + s1.name);**  **// System.out.println("Student marks : " + s1.marks);**  **// System.out.println("Student Grade : " + f.apply(s1));**  **// }**  **// }**  **for (Student s1 : s) {**  **if (p.test(s1)) {**  **c.accept(s1);**  **}**  **}**  **}**  **}** |

|  |
| --- |
| **package com.java8features;**  **import java.util.function.Consumer;**  **class Movie {**  **String name;**  **Movie(String name) {**  **this.name = name;**  **}**  **}**  **public class TestDemo15 {**  **public static void main(String[] args) {**  **Consumer<Movie> c1 = m -> System.*out*.println(m.name + "ready to release");**  **Consumer<Movie> c2 = m -> System.*out*.println(m.name + "Movie got flop");**  **Consumer<Movie> c3 = m -> System.*out*.println(m.name + "Store the info in records ");**  **Consumer<Movie> cc = c1.andThen(c2).andThen(c3);**  **Movie m = new Movie("Hello");**  **c1.accept(m);**  **}**  **}** |

|  |
| --- |
| Supplier   * **Just supply my required objects and it won't take any input → Supplier**   **package com.java8features;**  **import java.util.Date;**  **import java.util.function.Supplier;**  **public class TestDemo16 {**  **public static void main(String[] args) {**  **Supplier<Date> s = () -> new Date();**  **System.out.println(s.get());**  **// Which is responsible for generate Random OTP**  **Supplier<String> s1 = () -> {**  **String otp = "";**  **for (int i = 0; i < 6; i++) {**  **otp = otp + (int) (Math.random() \* 10);**  **}**  **return otp;**  **};**  **System.out.println(s1.get());**  **}**  **}** |

* Summary :
* **These interfaces can take only one input.**
  + **Predicate → test();**
  + **Function → apply();**
  + **Consumer → accept();**
  + **Supplier → get();**

|  |
| --- |
| Two Argument predefined Functional interfaces BiPredicate  **Two input arguments**   1. **Whether the given int is even or not →  Predicate** 2. **Check if the sum of 2 given numbers are even or not ..? BiPredicate**   **package com.java8features;**  **import java.util.function.BiPredicate;**  **public class BiPredicateTestDemo {**  **public static void main(String[] args) {**  **// Normal Predicate and will check some conditional check**  **// If our requirement we have to take 2 input arguments and perform some**  **// conditional check, for this requirement we should go for BiPredicate**  **BiPredicate<Integer, Integer> bp = (a, b) -> (a + b) % 2 == 0;**  **System.*out*.println(bp.test(10, 21));**  **System.*out*.println(bp.test(10, 50));**  **}**  **}** |

|  |
| --- |
| * BiFunction   **package com.java8features;**  **import java.util.ArrayList;**  **import java.util.function.BiFunction;**  **class Employee3 {**  **int eno;**  **String name;**  **Employee3(int eno, String name) {**  **this.eno = eno;**  **this.name = name;**  **}**  **}**  **public class BiFunctionDemo {**  **public static void main(String[] args) {**  **ArrayList<Employee3> al = new ArrayList<Employee3>();**  **BiFunction<Integer, String, Employee3> bf = (eno, name) -> new Employee3(eno, name);**  **al.add(bf.apply(101, "Srikanth"));**  **al.add(bf.apply(102, "Vishwa"));**  **al.add(bf.apply(103, "Ganesh"));**  **for (Employee3 e : al) {**  **System.*out*.println("Employee Number:" + e.eno);**  **System.*out*.println("Employee Name:" + e.name);**  **System.*out*.println();**  **}**  **}**  **}** |

|  |
| --- |
| BiConsumer  **If we want to provide two arguments and get the details.**  **package com.java8features;**  **import java.util.ArrayList;**  **import java.util.function.BiConsumer;**  **class Employee4 {**  **String name;**  **double salary;**  **Employee4(String name, double salary) {**  **this.name = name;**  **this.salary = salary;**  **}**  **}**  **public class BiConsumerDemo {**  **public static void main(String[] args) {**  **ArrayList<Employee4> al = new ArrayList<Employee4>();**  ***populate*(al);**  **BiConsumer<Employee4, Double> bc = (e, d) -> e.salary = e.salary + d;**  **for (Employee4 e : al) {**  **bc.accept(e, 500.0);**  **}**  **for (Employee4 e : al) {**  **System.*out*.println("Employee Name :" + e.name);**  **System.*out*.println("Employee Salary :" + e.salary);**  **}**  **}**  **public static void populate(ArrayList<Employee4> al) {**  **al.add(new Employee4("Srikanth", 10000));**  **al.add(new Employee4("Venkat", 20000));**  **al.add(new Employee4("Vishwa", 30000));**  **al.add(new Employee4("Nag", 40000));**  **}**  **}** |

|  |
| --- |
| Primitive Functional interfaces   * IntPredicate * **Write code to check whether  the given int value is even or not ?**   **package com.java8features;**  **import java.util.function.IntPredicate;**  **//int -->(Auto Boxing) Integer(Auto UnBoxing) --> int**  **//You will get performance impact**  **public class IntPredicateTestDemo {**  **public static void main(String[] args) {**  **int x[] = { 0, 5, 10, 15, 20, 25, 30 };**  **// Predicate<Integer> p = i -> i % 2 == 0;**  **IntPredicate p = i -> i % 2 == 0;**  **System.*out*.println(p.test(120));**  **System.*out*.println(p.test(10));**  **System.*out*.println(p.test(15));**  **for (int x1 : x) {**  **if (p.test(x1)) {**  **System.*out*.println(x1);**  **}**  **}**  **}**  **}** |

|  |  |  |
| --- | --- | --- |
| |  | | --- | | * IntFunction   **Can take input as int type and return any type**  **package com.java8features;**  **import java.util.function.IntFunction;**  **public class IntFunctionTestDemo {**  **public static void main(String[] args) {**  **// Function<Integer, Integer> f = i -> i \* i;**  **IntFunction<Integer> f = i -> i \* i;**  **System.*out*.println(f.apply(5));**  **}**  **}** |  |  | | --- | | * DoubleToIntFunction : * **Input type : double** * **returnType : int** * **Method : applyAsInt(double value);**      * DoubleToLongFunction : * **Input type : double** * **returnType : long** * **Method : applyAsLong(double value);**      * IntToDoubleFunction  :   **Method : applyAsDouble(int value)**   * IntToLongFunction :   **Method : applyAsLong(int value)**  IntConsumer   * **void accept(int value) : performs this operation on a given argument.**     Note: Remaining concepts from Java8 will be covered in the classroom sessions. | |

\*\*\*\* End of Java 8 Features \*\*\*\*